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Abstract

This thesis describes work on Aurora, an or-parallel logic programming system on shared memory mul-
tiprocessors. The Aurora system, supporting the full Prolog language, was developed in an international
collaboration, called the Gigalips project.

The contributions described in the thesis address the problems of implementation, language and applications
of or-parallel logic programming.

The Aurora implementation contains two basic components: the engine, which executes the Prolog code; and
the scheduler, which organises the parallel exploration of the Prolog search tree. As our first investigation in
this area, we carried out a detailed performance analysis of Aurora with the so called Manchester scheduler.
Using the results of this study, we designed the Bristol scheduler, which provides a flexible scheduling
algorithm and improved performance on programs involving pruning. We also defined a strict engine-
scheduler interface, which reflects the main functions involved in or-parallel Prolog execution. The interface
has been used in all subsequent Aurora extensions, as well as in the Andorra-I system.

We have studied the problems of Prolog language extensions related to parallel execution. We have ex-
perimented with parallelisation of programs relying on non-declarative Prolog features, such as dynamic
predicates. We have designed and evaluated higher level language constructs for the synchronisation of
parallel execution. We have also designed a parallel algorithm for solving optimisation problems; which
supports both the minimax algorithm with alpha-beta pruning and the branch-and-bound technique. We
have proposed language extensions to encapsulate this general algorithm.

We have worked on several applications of Aurora. Two large search problems in the area of computa-
tional molecular biology were investigated: search of pseudo-knots in DNA sequences and search of protein
sequences for functionally significant sections. A large medical thesaurus was also transformed into Pro-
log, and evaluated on Aurora. Finally a scheme of a single WWW server capable of supporting multiple
concurrent Prolog searches was developed using Aurora.

The work of the author described in this thesis had a significant impact on the Aurora implementation. It
has also demonstrated that the system can be further extended to address special problem areas, such as
optimisation search. The applications explored have proven that an or-parallel Prolog system can produce
significant speedups in real-life applications, thus reducing hours of computation to a few minutes.

vi
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Chapter 1

Introduction

This thesis describes work in the area of or-parallel logic programming, carried out during years 1987-1996.

This chapter gives an overview of the thesis. First, the basic ideas of logic programming and its parallel
implementations are outlined. Next, a summary of the thesis is presented, showing the problems to be
solved, the approach to their solution, the results achieved, and their utilisation. Finally, the structure of
the remaining part of the thesis is outlined.

1.1 Preliminaries

This section gives a brief overview of the problem area of the thesis: parallel logic programming. We first
introduce the two areas involved: parallel computing and logic programming. We then discuss approaches to
parallel execution of logic programs and their implementations. We conclude this section with an overview
of the Aurora or-parallel Prolog system which is the subject of the thesis.

1.1.1 Parallel programming

It is a well known fact that the size of software systems grows very rapidly. Larger software requires bigger
and bigger hardware resources. However, the speed of current hardware is approaching absolute physical
limits. We are reaching a phase when further increase in speed can only be gained by parallelisation.

Parallelism in computations can be exploited on various levels. For example, there can be parallelisation
within a single processor; one can have a computer with multiple processors working in parallel; or one can
use computer networks distributed worldwide, as parallel computing resources.

Multiprocessor systems are positioned in the middle of this wide range. These are computers with multiple
CPUs, coupled either tightly (e.g. through a shared memory), or loosely (e.g. using message passing). In
the last few years, multiprocessor systems have became more widespread; recently even personal computer
manufacturers have started to offer shared memory multiprocessor PCs.

The simplest way to make use of multiprocessor systems is to have the processors perform independent tasks
in parallel (through e.g. multitasking operating systems). But what can we do, if we want to use the available
computing resources to perform a single huge task as fast as possible? In this case, we have to parallelise
the algorithm for the task; i.e. we have to break it down into several smaller co-operating parts.

There are two basic ways of parallelising an algorithm. This can either be done explicitly or implicitly. In
the first case, the programmer has to decide which parts of the algorithm are to be executed in parallel,
and how should they communicate with each other. Although tools and techniques have been developed
to help produce parallel programs, writing such algorithms still proves to be very difficult. This is because
the programmer has to understand and control the workings of several communicating instruction threads.
Moreover, the debugging of parallel programs is very difficult, as the runs are highly time-dependent: two
executions of the program will almost definitely result in different timing, and thus in different communication
patterns.

In the second case of tmplicit parallelism, automatic transformation or compilation tools perform the selection



of tasks to be done in parallel, and organise their communication. The programmer does not need to worry
about parallelism, he or she can write the algorithm as if it was to be executed on a single processor. The
automatic parallelisation tools transform the algorithm to an equivalent parallel program.

For traditional, imperative programming languages automatic parallelisation is a very difficult task. This is
because at the core of such languages is the variable assignment instruction, and programs are essentially
sequences of such assignments. That is why automatic parallelisation tools for imperative languages are
normally restricted to some special constructs, such as for-loops.

As opposed to imperative languages, declarative programming languages use the notion of a mathematical
variable: a single, possibly yet unknown value. This is often referred to as the “single assignment principle”.
Declarative languages are thus much more amenable to automatic exploitation of parallelism, while, of course,
still leaving room for explicit parallelisation, as in [38]. Implicit parallelism is especially important for logic
programming, a programming paradigm building on mathematical logic.

1.1.2 Logic programming

Logic programming was introduced in early 1970’s by Robert Kowalski [30], building on resolution theorem
proving by Alan Robinson [34]. The first implementation of logic programming, the Prolog programming
language, was developed by the group of Alain Colmerauer [37].

The basic principle of logic programming is that a program is composed of statements of predicate logic,
restricted to the so called Horn clause form. A simple Prolog program below defines the grandparent
predicate using the notion of parent.

grandparent (GrandChild, GrandParent) :-
parent(GrandChild, Parent),
parent(Parent, GrandParent).

Here the :- connective should be read as implication (+), and the comma as conjunction. Capitalised
identifiers stand for variables, lower case identifiers denote constants, function or predicate names. The
above statement can be read as the following:

GrandChild’s grandparent is GrandParent if
(there exists a Parent such that)
GrandChild’s parent is Parent, and
Parent’s parent 1s GrandParent.

This is the declarative reading of the program. But the same program also has a procedural meaning:

To prove the statement grandparent (GrandChild, GrandParent)
prove the statements:
parent(GrandChild, Parent) and
parent(Parent, GrandParent).

In such a procedural interpretation, statements to be proven are often referred to as goals.

Note that the order of proving the two statements in the grandparent procedure is not fixed, (although one
execution order can be more efficient than another).

Let us now look at the definition of parenthood, which uses a disjunction (denoted by a semicolon).

parent(Child, Parent) :-
(  mother(Child, Parent)
; father(Child, Parent)
).

This statement can be read declaratively as:

Child’s parent is Parent if
1ts mother 1s Parent
or 1ts father 1s Parent.



The procedural reading states that, to prove a parenthood statement, one has to prove either a motherhood
or a fatherhood statement. Such a situation, when one of several possible alternatives can be executed, is
called a choice point. One can visualise a choice point as a node of a tree with branches corresponding to
alternatives. A set of nested choice points constitute the search tree, which the execution has to explore in
order to solve a problem.

The program for parenthood can also be written as:

parent(Child, Parent) :-
mother (Child, Parent).
parent(Child, Parent) :-
father(Child, Parent).

Here we have two alternative clauses, both of which can be used to prove a parenthood relation. It is thus
natural to define a procedure as the set of clauses for the same predicate, which specify how to reduce the
goal of proving a statement to conjunctions and disjunctions of other such goals.

Although the procedural reading of logic programs does not fix the order of execution, most logic program-
ming languages do prescribe an order. In Prolog both the and and or connectives are executed strictly
left-to-right. Correspondingly, Prolog traverses the search tree in depth-first, left-to-right order. The fact
that the programmer knows exactly how the proof procedure works, makes this approach a programming,
rather than a theorem proving, discipline.

While the core of Prolog is purely declarative, it is important to note that the language has several im-
pure, non-declarative features. Perhaps the most important is the cut operation, denoted by an exclama-
tion mark (!), which prunes certain branches of the search tree. Other non-declarative elements include
built-in predicates for input-output and for program modification. An example of the latter is the built-
in assert, with which a new clause can be added to the program, during execution. For example the
goal assert(mother(abel, eva)) extends the program with the clause mother(abel, eva). Modifiable
predicates, such as mother in this example, are called dynamic predicates.

1.1.3 Parallel execution of logic programs

As said earlier, parallel execution of a program requires that the task to be performed is split into subtasks
that can be executed on different processors. For logic programs, such a decomposition is very natural: a
goal is decomposed into some other goals built with connectives and and or. Correspondingly there are two
basic kinds of parallelism in logic programming: and-parallelism and or-parallelism.

One can distinguish between independent and dependent and-parallelism. The former occurs if two subgoals of
a clause do not share any variables. For example, the goal of matrix-vector multiplication can be decomposed
into two independent subgoals: computing the scalar product of the first row of the matrix and the vector;
and computing, recursively, the matrix-vector product of the remainder of the matrix and the vector.

We speak about dependent and-parallelism in a clause, if two subgoals share a variable. For example, in
the grandparent example, the two parent subgoals share the Parent variable. The two goals can thus
be started in parallel, but as soon as one of them instantiates the common variable, the other has to be
notified about this. The goal which instantiates the variable can be thought of as the producer and the
other as the consumer of the variable. In more complex cases the producer-consumer interaction can be
used for implementing a communication stream between the subgoals. This form of parallelism is also called
stream-parallelism.

To exploit or-parallelism, one can use multiple processors to explore alternative branches of the search tree.
For example, when executing the goal parent (abel, Parent), one of the processors can attempt to solve the
goal mother(abel, Parent), and the other the goal father(abel, Parent). It is inherent in or-parallelism,
that the two subtasks can be solved independently.

We now discuss the case of or-parallelism in more detail, as it forms the basis of this thesis. Let us look at a
slightly more complicated example. The task is to choose a holiday destination reachable from Budapest by
a single flight, or at most two connecting flights. We have a database of flights in the form of Prolog clauses:

flight(budapest, venice, ...).



flight(budapest, paris, ...).
flight(paris, nice, ...).
flight(paris, london, ...).

These clauses are so called unit clauses, which have no preconditions, and so the :- connective 1s omitted.
The third argument of the £1ight predicate contains further timetable details of the flight (such as departure
and arrival time, days of operation, etc.).

The following is an outline of a program for finding appropriate holiday destinations:

destination(City):-
flight(budapest, City, TTData),
appropriate(City, [TTDatal).
destination(City):-
flight(budapest, Transfer, TTDatal),
flight(Transfer, City, TTData2),
appropriate(City, [TTDatal,TTData2]).

Here the appropriate predicate has the destination City as its first, and the list of timetable data as its
second argument. It holds, if the given selection of flights satisfies some further unspecified criteria.

The search tree of the above program is depicted in Figure 1.1.

direct flight transfer flight

venice

nice london

Figure 1.1: THE SEARCH TREE OF THE HOLIDAY DESTINATION PROGRAM

A possible way of exploring or-parallelism in this example is the following. The destination predicate can
be started by two processors, one exploring the first clause (direct flights), and the other the second clause
(transfer flights). The first processor soon creates a choice point for the flight predicate, and proceeds
down the first branch, starting to execute the appropriate goal for the venice flight data. While this is
done, further processors can join, exploring other choices for the £1lights. Similarly, the processor working
on the second clause for destination can be helped by other processors.

This simple program exemplifies the two basic problems to be solved by an or-parallel implementation.
First, a variable, such as the destination City can be instantiated to different values on different branches
of the search tree. This requires a variable binding scheme for keeping track of multiple bindings. Second,
scheduling algorithms have to be devised to associate the processors with the tree branches to be explored.
For example, when the first processor finishes the computation of the appropriate goal for City=venice,
it will backtrack to the choice point for £1ight, and may find that exploration of all alternative branches
has already been started by other processors. In such a case the scheduling algorithm has to find a choice
point with an unexplored branch. This process, together with updating the data structures of the processor
necessary for taking up the new branch of the tree, is called task switching.



1.1.4 Parallel implementation of logic programming

Research on parallel execution of logic programs was started in the early 1980-s. Much of the initial efforts
focused on stream-parallelism. In this, the biggest difficulty was caused by trying to combine the parallel
execution with Prolog search. This was initially overcome by simply removing the possibility of global search,
resulting in the so called committed choice languages. In these languages each clause has to contain a commit
pruning operator, which, when reached during execution, kills all the other branches of the procedure. This
way the “don’t know nondeterminism” of Prolog is replaced by “don’t care nondeterminism” of committed
choice languages. A detailed survey of committed choice systems can be found in [40].

The first parallel systems aiming to support unrestricted Prolog language appeared at the end of 1980-s.
An excellent overview of parallel execution models and their implementations is given in [23]. Here we only
briefly survey some of the relevant approaches.

A crucial point in the design of execution models for independent and-parallelism is the detection of inde-
pendence of subgoals. Initial models, such as that of Conery [18], relied on costly run-time checks. DeGroot
developed the RAP (Restricted And-Parallel) model [20], in which compile-time analysis is used to simplify
the run-time checks needed. A refinement of this approach by Hermenegildo led to the creation of the
&-Prolog implementation of independent and-parallelism on shared memory multiprocessors [27].

The Basic Andorra Model [39] was the first practical approach reconciling proper nondeterminism with
dependent and-parallelism. Here the execution of subgoals continues in and-parallel as long as no choice
points are created. This approach was implemented in the Andorra-I system.

About twenty models for or-parallelism are listed by [23]. These differ in the way they support the assignment
of multiple bindings, and whether they use shared memory or not. Models that do not assume the presence of
shared memory rely on either recomputation (the Delphi model of Clocksin [17]), or copying (Conery’s closed
environments [19], Ali’s BC-machine model [2]). The BC-machine model, although first developed for special
hardware, was later used for the implementation of the Muse system for shared memory multiprocessors [1].

The early shared memory models, such as the directory tree model [16], the Argonne [11] and PEPSys [3]
models, had non-constant variable access time, but relatively little or no task switching overheads. More
recent models focused on providing constant-time variable binding access at the expense of potentially non-
constant-time task switching!. The most developed scheme of this group, the SRI model of D. H. D. Warren
[53] forms the basis of the Aurora implementation and is described in more detail in the next section.

Several models and implementations have been developed for exploiting multiple forms of parallelism. Sup-
port for both or- and independent and-parallelism is provided by the PEPSys [3], ROPM [29] and ACE
[24] models, among others. The combination of dependent and-parallelism with or-parallelism appears in
the Basic Andorra Model, and its implementation, Andorra-I. The ambitious Extended Andorra Model [54],
which aims to support all three forms of parallelism, has not yet been implemented.

Finally, let us give a brief list of research groups working on parallel logic programming in Hungary. An
early and-parallel logic programming implementation was developed by Ivan Futé’s group in the mid 1980-
s. The CS-Prolog (Communicating Sequential Prolog) system supports multiple Prolog threads running
concurrently on multi-transputer systems [21]. The group of Péter Kacsuk at the KFKI-MSzKI Laboratory
of Parallel and Distributed Systems is working on parallel and distributed Prolog implementations based on
dataflow principles [28]. The IQSOFT logic programming group took part in the development and application
of the Aurora system.

1.1.5 The Aurora or-parallel Prolog system

Aurora is an implementation of the full Prolog language supporting or-parallel execution of programs on
shared memory multiprocessors. It exploits parallelism implicitly, without programmer intervention. It was
developed through an informal collaboration, called the Gigalips project, of research groups at the University
of Bristol (formerly at the University of Manchester), UK; Argonne National Laboratory (ANL), USA; the
Swedish Institute of Computer Science (SICS); and IQSOFT, Hungary (from 1990).

Aurora is based on the SRI model [53]. According to this model the system consists of several workers
(processes) exploring the search tree of a Prolog program in parallel. Each node of the tree corresponds

1Tn [22] it has been shown that of the three main components of an or-parallel model, the variable access, the task switching,
and the creation of environments, at most two can be of constant-time.



to a Prolog choicepoint with a branch associated with each alternative clause. Nodes having at least one
unexplored alternative correspond to pieces of work a worker can select. Each worker has to perform activities
of two basic types:

e executing the actual Prolog code,

e finding work in the tree, providing other workers with work and synchronising with other workers.

The above two kinds of activities have been separated in Aurora: those parts of a worker that execute the
Prolog code are called the engine, whilst those concerned with the parallel aspects are called the scheduler.
In the course of development of Aurora, different scheduling techniques have been explored, and several
schedulers were developed, such as the Argonne [12], Manchester [13] and Bristol schedulers [6].

The engine component of Aurora is based on SICStus Prolog [15], extended with support for multiple
variable bindings. Variable bindings in Prolog can be classified as either unconditional or conditional. In
the former case, the binding is made early, before any choice points are made, and so it is shared by all
branches. Consequently the unconditional bindings can be stored in the Prolog stacks, as for sequential
implementations. For storing the conditional bindings, the SRI model uses binding arrays, data structures
associated with workers: the Prolog stack stores a binding array index, while the variable value, local to the
worker, is stored in the appropriate element of the worker’s binding array.

The binding array scheme has a constant-time overhead on variable access. However, task switching involves
non-constant-time overhead: the worker has to move from its present node to the node with work, updating
its binding array accordingly. The cost of this update is proportional to the length of the path?. The
scheduler should therefore try to find work as near as possible, to minimise the overheads.

As stated, Aurora supports the full Prolog language, including the impure, non-declarative features. Early
versions of Aurora provided only the so called asynchronous variants of side-effect predicates, which were
executed immediately. This meant, for example, that the output predicates were not necessarily executed
in the order of the sequential execution.

The final version of Aurora executes the side-effect predicates in the same order as sequential Prolog, as
discussed in [26]. This is achieved by suspending the side-effect predicate if it is executed by the non-leftmost
worker. Suspension means that the worker abandons the given branch of the tree and attempts to find
some other work. When the reason for suspension ceases to hold, i.e. when all the workers to the left of the
suspended branch have finished their tasks, the branch is resumed. Because suspension and resumption has
significant overheads, Aurora still provides the “bare” asynchronous predicates, for further experimentation.

Implementing the cut pruning operator in an or-parallel setup poses problems similar to those for the side-
effect predicates. A cut operation may be pruned by another cut to its left, hence too early execution of a
cut may change the Prolog semantics. Therefore a cut may have to be suspended, if endangered by another
cut.

Work in the scope of a pruning operator is called speculative, while all other work 1s called mandatory.
Parallel exploration of a speculative branch may turn out to be wasteful, if the branch is pruned later. It is
an advantage therefore, if the scheduler gives preference to mandatory over speculative work. As pruning is
present 1n all real-life Prolog programs, scheduling speculative work is an important issue.

Detailed discussion of issues related to pruning and speculative work, as well as early work on language
extensions, is contained in [25].

1.2 Thesis overview

This section presents a overview of the thesis, showing the problems to be solved, the approach to their
solution, the results achieved, and their utilisation.

1.2.1 Problem formulation

The overall goal of the work described in this thesis, as part of a larger research thread, is

?More exactly, the cost of the update is proportional to the number of bindings made on the path.



to prove the viability of using shared memory multiprocessors for efficient or-parallel
execution of Prolog programs.

This goal is achieved through the development of the Aurora or-parallel Prolog system.

Within this overall goal the problems addressed in the thesis can be classified into three broad areas:

1. Implementation: building an or-parallel system supporting the full Prolog language.
2. Extensions: extending the Prolog language to support better exploitation of parallelism.

3. Applications: prove the usefulness of or-parallel Prolog on large, real-life applications.

We now discuss the specific 1ssues addressed within these areas.

Implementation

As outlined earlier, scheduling is one of the crucial aspects of parallel implementations. A scheduler has to
keep track of both the workers and the work available. It has to ensure workers are assigned work with
as little overhead as possible. To support the full Prolog language, the scheduler has to handle pruning
operators, side-effect predicates and speculative work.

In order to choose the best scheduling algorithms, it is important to develop and evaluate multiple schedulers.
For this, it is crucial to design an appropriate interface between the scheduler and engine components of the
parallel system. Development of a proper interface also contributes to the clarification of the issues involved
in exploiting parallelism in Prolog.

Evaluation of a parallel Prolog implementation requires appropriate performance analysis techniques. The
parallel system has to be instrumented to collect performance data and typical benchmarks have to be
selected. The gathered data has to be analysed and the main causes of overhead identified. Results of the
performance analysis work can contribute to the improvement or re-design of critical system components,
e.g. schedulers.

Language extensions

The Prolog language has several impure features, with no declarative interpretation. Language primitives of
this kind, such as dynamic data base modification predicates, are quite frequently used in large applications.
Although this is often a sign of bad programming style, there are cases where such usage is justified. For
example, dynamic predicates can be used in a natural way to implement a continually changing knowledge
base.

To support sequential Prolog semantics in a parallel implementation, dynamic predicate updates have to
be performed sequentially, in strict left-to-right order. Such restrictions on the execution order, however,
involve significant overheads. On the other hand, if asynchronous dynamic predicate handling is used, one
is confronted with the usual synchronisation problems due to multiple processes accessing the same memory
cell. To solve such problems, higher level synchronisation primitives have to be introduced into the parallel
Prolog system.

Another reason for using dynamic predicates in Prolog is to enhance its simple search algorithm. For example,
optimum search algorithms, such as branch-and-bound and alpha-beta pruning, rely on communication
between the branches of the search tree. To extend the search mechanism of Prolog to support such advanced
search techniques one is forced to use dynamic predicates, with detrimental effects regarding the exploitation
of parallelism. Rather than to come up with ad hoc solutions for particular search problems, it may be
advisable to define generic higher-order predicates for optimum search, which can be implemented efficiently
in a parallel Prolog setup.

Applications

As said earlier, proving the viability of or-parallel Prolog is the main goal of the research strand this thesis
is part of. To demonstrate this, one needs Prolog application problems with abundant or-parallelism. One



then has to take the Prolog program, normally developed with sequential execution in mind, and transform
it in such a way that it produces good speedups, when executed in parallel.

1.2.2 Approach and results

We now discuss how the problems formulated in the previous section were approached, and how their
solutions were developed in the context of the Aurora or-parallel Prolog system.

Implementation

In early stages of development of Aurora it became clear that the system has relatively poor speed-ups for
certain types of applications. The Manchester scheduler version of Aurora was therefore instrumented to
provide various types of profiling information. Both frequency and timing data were collected and main
sources of overhead of parallel execution were identified. Special attention was paid to the binding array
update overheads associated with the SRI model and to the overheads of synchronisation using locks.

The main conclusion of this performance analysis work was that the high cost of task switching in the
examined implementation was the main cause of poor speed-ups. The cost of updating the binding arrays,
which was feared to be the major cause of overhead, turned out to be insignificant. Similarly, locking costs
were found to be acceptably low and there was no major increase in the average locking time when the
number of workers was increased.

Based on the experience of the performance analysis work, a new scheduler, the so called Bristol scheduler,
was developed. It employs a new approach for sharing the work in the Prolog search tree. The distinguishing
feature of the approach is that work is shared at the bottom of partially explored branches (“dispatching on
bottom-most”). This can be contrasted with the earlier schedulers, such as the Manchester scheduler, which
use a “dispatching on topmost” strategy. The new strategy leads to improved performance by reducing the
task switching overheads and allowing more efficient scheduling of speculative work.

In parallel with the development of the new scheduler, a new version of the engine-scheduler interface
was designed. This fundamental revision of the interface was necessitated by several factors. Performance
analysis work on Aurora had shown that some unnecessary overheads are caused by design decisions enforced
by the interface. Development of the new scheduler and extensions to existing algorithms required that the
interface become more general. The Aurora engine was rebuilt on the basis of a new SICStus Prolog version.
The interface required extensions to support transfer of information related to pruning operators. Finally, it
was decided that an Aurora scheduler was to be used in the Andorra and/or-parallel system, so the interface
had to support multiple engines in addition to multiple schedulers.

Language extensions

The problems of parallel execution of applications relying on dynamic predicates were studied on programs
for playing mastermind, a typical problem area using a continually changing knowledge base.

In the case study we first explored some sequential programs for playing mastermind. Subsequently, we
considered the problems arising at the introduction of asynchronous database handling predicates. Several
versions of the mastermind program were developed, showing the use of various synchronisation techniques.
As a conclusion of this work, a proposal for extending Aurora with higher level synchronisation primitives
was presented.

The second area of language extensions studied was that of parallel optimisation. A general optimum search
algorithm was developed, which can be used in the implementation of higher order optimisation predicates.
The algorithm covers both the branch-and-bound and the minimax technique, and can be executed efficiently
on an or-parallel Prolog system such as Aurora.

Appropriate language extensions were proposed, in the form of new built-in predicates, for embedding
the algorithm within a parallel Prolog system. An experimental Aurora implementation of the language
extensions using the parallel algorithm was described and evaluated on application examples.



Applications

To prove the viability of or-parallel Prolog, three large search applications were ported to and evaluated on
Aurora.

Two search problems were investigated within the area of computational molecular biology as experimental
Aurora applications: searching DNA for pseudo-knots and searching protein sequences for certain motifs.
For both problems the computational requirements were large, due to the nature of the applications, and
were carried out on a scalable parallel computer, the BBN “Butterfly” TC-2000, with non-uniform memory
architecture (NUMA).

First, experiments were performed with the original application code, which was written with sequential
execution in mind. For the pseudo-knot program, this also involved adaptation of the low level C code for
string traversal® to the parallel environment. These results being very promising, further effort was invested
in tuning the applications so as to “expose” more parallelism to the system. For this we had to eliminate
unnecessary sequential bottlenecks, and reorganise the top level search to permit better load-balancing.
Note, however, that the logic of the program was not changed in this tuning process.

The final results of the molecular biology applications were very good. We obtained over 40-fold speedups
on the 42-processor supercomputer. This meant converting hours of computation into minutes on scientific
problems of real interest.

A third application was examined in the context of the EMRM electronic medical record management
system prototype of the CUBIQ project [52]. The medical thesaurus component of EMRM is based on
SNOMED (Systematized Nomenclature of Medical Knowledge) [36]. The SNOMED thesaurus contains
approximately 40,000 medical phrases arranged into a tree hierarchy. A series of experiments were carried out
for searching this large medical knowledge hierarchy. We used several alternative representation techniques
for implementing the SNOMED hierarchy of the EMRM system. Parallel performance of these solutions was
measured both on Aurora and on the Muse or-parallel systems.

The experiments have shown that the SNOMED disease hierarchy can be efficiently represented in Prolog
using the general frame-extension of the CUBIQ tool-set. Critical points have been highlighted in the imple-
mentations, such as the issue of synchronisation at atom construction. When these bottlenecks were avoided,
about 90% parallel efficiency could be achieved for six processors in complex searches of the SNOMED hi-
erarchy.

Finally, a new application direction was initiated by work on using Aurora as a vehicle for implementing
a Prolog-based WWW server. The goal here is to design a single Prolog server capable of interacting
simultaneously with multiple clients. This issue is important as Al applications are normally large and
slow to start up, so having a separate copy of the application running for each request may not be a viable
solution.

We have therefore designed a Prolog server scheme, based on the Aurora or-parallel Prolog system, which
allows multiple clients to be executed on a single computer, on a time sharing basis. The solution relies on
the capabilities of Aurora to maintain multiple branches of the search tree. Compared with the approach
relying on multiple copies of the server application, our solution is characterised by quick start-up and
significant reduction in memory requirements. As a further advantage, the single server approach allows
easy communication between the program instances serving the different clients, which may be useful e.g.
for caching certain common results, collecting statistics, etc.

1.2.3 Utilisation of the results

In this section we discuss the utilisation of the results achieved.

The results of the performance analysis work described here served as a basis for practically all subsequent
performance measurements of Aurora, such as [33]. The technique used for instrumentation was applied
to other Aurora schedulers as well. The set of benchmarks selected was used not only for further Aurora
analysis, but also for other or-parallel systems, most notably the Muse [1] system.

The Bristol scheduler, the basic design of which is presented here, has evolved to be the main scheduler of
Aurora, and is also used in the Andorra-I parallel system [4]. Extending the ideas described here, the Bristol
scheduler was further improved with respect to handling speculative work and suspension [8].

3The C code was included into the Prolog program through the foreign language interface.



The engine-scheduler interface served for implementing the Dharma scheduler [41]. A similar interface was
developed for the Muse system as well, see chapter 8 of [35].

The ideas of language extensions dealing with dynamic predicates and optimisation were further developed

in [9].

The application prototypes have proved that Aurora can be used in sizable real-life applications. A Prolog-
based WWW server approach, similar to the design presented here, has recently been developed independently
for the ECLiPSe system [10].

1.3 Structure of the Thesis and contributions

Chapters 2-10 of the thesis contain my main publications in the area of or-parallel logic programming,
reproduced here with the kind permission of co-authors. They are grouped into three parts, corresponding
to the three research areas described above.

In the sequel T give a brief outline of the research reported on in these publications, and describe my
contributions to the work.

1.3.1 Implementation

Chapter 2: The Aurora or-parallel Prolog system

Authors: Ewing Lusk, Ralph Butler, Terrence Disz, Robert Olson, Ross Overbeek, Rick Stevens,
David H. D. Warren, Alan Calderwood, Péter Szeredi, Seif Haridi, Per Brand, Mats
Carlsson, Andrzej Ciepielewski, and Bogumil Hausman

Refereed journal article [31].
This is the main paper on Aurora, written jointly by the three research groups of the Gigalips collaboration.
It describes the design and implementation efforts of Aurora as of 1988-89. My contributions to the work

described here are in the sections on the Manchester scheduler, on performance analysis and on the Piles
application.

Chapter 3: Performance analysis of the Aurora or-parallel Prolog system
Author: Péter Szeredi
Refereed conference article [42].

This paper describes the main results of my performance analysis work carried out for the Manchester
scheduler version of Aurora. More detailed results are given in the Technical Report [43].

Chapter 4: Flexible Scheduling of Or-Parallelism in Aurora: The Bristol Scheduler
Authors: Anthony Beaumont, S Muthu Raman, Péter Szeredi, and David H D Warren

Referced conference article [6].
This paper describes the design and implementation efforts for the first version of the Bristol scheduler.

Further details can be found in [5, 7]. My main contribution was the design and initial implementation of
the non-speculative scheduling parts of the Bristol scheduler.

Chapter 5: Interfacing engines and schedulers in or-parallel Prolog systems
Authors: Péter Szeredi, Mats Carlsson, and Rong Yang
Refereed conference article [49].

This paper gives an outline of the Aurora engine-scheduler interface. The complete description of the interface
is contained in reports [48, 14].

I was the principal designer of the interface. I also carried out the implementation of the scheduler side for
both the Manchester and Bristol schedulers.
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1.3.2 Language extensions

Chapter 6: Using dynamic predicates in an or-parallel Prolog system
Author: Péter Szeredi
Refereed conference article [46].

The paper describes the mastermind case study and the language extensions for synchronisation. An earlier
version of the paper is available as [44].

Chapter 7: Exploiting or-parallelism in optimisation problems
Author: Péter Szeredi
Refereed conference article [47].

This paper describes the optimisation algorithm developed for or-parallel logic programming and the appro-
priate language extensions. [45] contains an earlier, slightly more elaborate account on this topic.

1.3.3 Applications

Chapter 8: Applications of the Aurora parallel Prolog system to computational molec-
ular biology

Authors: Ewing Lusk, Shyam Mudambi, Ross Overbeek, and Péter Szeredi
Refereed conference article [32].
This paper describes the pseudo-knot and protein motif search problems and their solution on Aurora. My

main contribution lies in exploring the sequential bottlenecks and transforming the application programs to
improve the exploitation of parallelism.

Chapter 9: Handling large knowledge bases in parallel Prolog
Authors: Péter Szeredi and Zsuzsa Farkas

Workshop paper [50].

This paper describes the parallelisation of the medical knowledge base application of Aurora. My contribution
covers the parallel aspects of the design, and the parallel performance analysis of the application.

Chapter 10: Serving multiple HTML clients from a Prolog application
Authors: Péter Szeredi, Katalin Molnér, and Rob Scott
Refereed workshop paper [51].

The paper describes the WWW interface of the EMRM application, the problems encountered during its
development, and a design for a multi-client WW W-server application of Aurora. My contribution is the
design of the multi-client server.

1.3.4 Summary of publications

Of the nine publications, T am the sole author of three papers (chapters 3, 6, 7). For a further three
publications, T am the first author (chapters 5, 9, and 10), reflecting the fact, that T was the principal
contributor to the research described.

One of the publications appeared in a refereed journal, six in refereed conference proceedings, and two were
presented at workshops.
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Abstract

Aurora is a prototype or-parallel implementation of the full Prolog language for shared-memory
multiprocessors, developed as part of an informal research collaboration known as the “Gigalips
Project”. It currently runs on Sequent and Encore machines. It has been constructed by adapt-
ing Sicstus Prolog, a fast, portable, sequential Prolog system. The techniques for constructing a
portable multiprocessor version follow those pioneered in a predecessor system, ANL-WAM. The
SRI model was adopted as the means to extend the Sicstus Prolog engine for or-parallel opera-
tion. We describe the design and main implementation features of the current Aurora system, and
present some experimental results. For a range of benchmarks, Aurora on a 20-processor Sequent
Symmetry is 4 to 7 times faster than Quintus Prolog on a Sun 3/75. Good performance is also
reported on some large-scale Prolog applications.

2.1 Introduction

In the last few years, parallel computers have started to emerge commercially, and it seems likely that
such machines will rapidly become the most cost-effective source of computing power. However, developing
parallel algorithms is currently very difficult. This is a major obstacle to the widespread acceptance of
parallel computers.

Logic programming, because of the parallelism ¢mplicit in the evaluation of logical expressions, in principle
relieves the programmer of the burden of managing parallelism explicitly. Logic programming therefore offers
the potential to make parallel computers no harder to program than sequential ones, and to allow software
to be migrated transparently between sequential and parallel machines.

! This paper has appeared in New Generation Computing 7 (1990) [20]
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It only remains to determine whether a logic programming system coupled with suitable parallel hardware
can realise this potential. The Aurora system is a first step towards this goal. Aurora is a prototype or-
parallel implementation of the full Prolog language for shared-memory multiprocessors. It currently runs on
Sequent and Encore machines. It has been developed as part of an informal research collaboration known
as the “Gigalips Project”.

The Aurora system has two purposes. Firstly, it is intended to be a research tool for gaining understanding
of what is needed in a parallel logic programming system. In particular, it is a vehicle for making concrete
an abstract parallel execution model, the SRI model, in order to evaluate and refine it. The intention is to
evaluate the model not only on the present hardware, but also to look towards possible future hardware (not
necessarily based on shared physical memory).

Secondly, Aurora is intended to be a demonstration system, that will enable experience to be gained of
running large applications in parallel. For this purpose, it is vital that the system should perform well on
the present hardware, and that it should be a complete and practical system to use.

In order to support real applications efficiently and elegantly, it is necessary to implement a logic programming
language that is at least as powerful and practical as Prolog. The simplest way to ensure this, and at the
same time to make it easy to port existing Prolog applications and systems software, is to include full Prolog
with its standard semantics as a true subset of the language. This we have taken some pains to achieve.

The bottom line for evaluating a parallel system is whether 1t is truly competitive with the best sequential
systems. To achieve competitiveness, it is necessary to make a parallel logic programming system with
a single processor execution speed as close as possible to state-of-the-art sequential Prolog systems, while
allowing multiple processors to exploit parallelism with the minimum of overhead. This has been our goal
in Aurora.

To summarise the objectives towards which Aurora is addressed, they are to obtain truly competitive per-
formance on real applications by transparently exploiting parallelism in a logic programming language that
includes Prolog as a true subset.

In this paper, we discuss the issues that must be confronted in or-parallel Prolog implementation, and
describe the design and main implementation features of the current Aurora system. We present some
experimental results illustrating the performance of the system on a number of benchmarks, and also report
our experience of porting a number of large-scale applications to Aurora. We conclude by summarising the
current state of Aurora and outlining directions for further research.

2.2 Background

In this section we describe the setting in which Aurora was developed and give a short history of the Gigalips
Project.

2.2.1 Sequential Prolog Implementations

Prolog implementation entered a new era when the first compiler was introduced, for the DEC-10 [26]. The
speed of this implementation, and the portability and availability of its descendant, C-Prolog, set a language
standard, now usually referred to as the “Edinburgh Prolog”. The DEC-10 compilation techniques led as
well to a standard implementation strategy, usually called the WAM (Warren Abstract Machine) [25]. In
a WAM-based implementation, Prolog source code is compiled into the machine language of a stack-based
abstract machine. A portable emulator of this abstract machine (typically written in C) yields a fast, portable
Prolog system, and a non-portable implementation of crucial parts of the emulator can increase speed still
further. A parallel implementation of Prolog is achieved by parallelising this emulator.

There are now many high-quality commercial and non-commercial Prolog systems based on the WAM. A
parallel implementation can obtain considerable leverage by utilising an existing high-quality implementation
as its foundation. We use the Sicstus [6, 5] implementation, one of the fastest portable implementations.

Using a fast implementation is important for two reasons. Firstly, the single most important factor determin-
ing the speed of a parallel version is the speed of the underlying sequential implementation. Secondly, many
research issues related purely to multiprocessing only become apparent in the presence of a fast sequential
implementation. (Speedups are too easy to get when speed is too low).
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2.2.2 Multiprocessors

It is only in the last few years that multiprocessors have emerged from the computer science laboratories
to become viable commercial products marketed worldwide. Startup companies like Sequent, Encore, and
Alliant have made shared-memory multiprocessors commonplace in industry and universities alike. Such
machines are relatively inexpensive compared with comparable mainframes, and provide a standard operating
environment (Unix?™) making them extremely popular as general-purpose computation servers. A similar
revolution is happening with local-memory multiprocessors, sometimes called “multicomputers”, but these
are currently more specialised machines, despite their scalability advantages.

What the new breed of machines does not provide 1s a unified way of expressing and controlling parallelism. A
variety of compiler directives and libraries are offered by the vendors, and while they do allow the programmer
to write parallel programs for each machine, they provide neither syntactic nor conceptual portability. A
number of researchers are developing tools to address these issues, but at a relatively low level (roughly the
same level as the language they are embedded in, such as C or Fortran). A goal of the Gigalips Project is to
demonstrate the effectiveness of logic programming as a vehicle for exploiting parallelism on these machines.

2.2.3 Or-Parallelism

As 1s well known, there are two main kinds of parallelism in logic programs, and-parallelism and or-parallel-
ism. The issues raised in attempting to exploit the two kinds of parallelism are sufficiently different that
most research efforts are focussing primarily on one or the other. Much early and current work has been
directed towards and-parallelism, particularly within the context of “committed choice” languages (Parlog,
Concurrent Prolog, Guarded Horn Clauses) [13, 23]. These languages exploit dependent and-parallelism,
in which there may be dependencies between and-parallel goals. Other work [10, 18] has been directed to-
wards the important special case of independent and-parallelism, where and-parallel goals can be executed
completely independently.

The committed choice languages have been viewed primarily as a means of expressing parallelism ezplicitly,
by modelling communicating processes. In contrast, one of our main goals is to exploit parallelism implicitly,
in a way that need have little impact on the programmer. This viewpoint has led us to take a rather different
approach, and to focus in particular on or-parallelism.

There are several reasons for focussing on or-parallelism as a first step. Briefly, in the short term, or-parallel-
ism seems easier and more productive to exploit transparently than and-parallelism. However, none of these
reasons precludes integrating and-parallelism at a later stage, and indeed this is precisely the goal of current
work on the Andorra model and language [14, 31]. The advantages of or-parallelism are:

e Generality. It is relatively straightforward to exploit or-parallelism without restricting the power of
the logic programming language. In particular, we retain the ability we have in Prolog to generate all
solutions to a goal.

e Simplicity. It is possible to exploit or-parallelism without requiring any extra programmer annotation
or complex compile-time analysis.

e Closeness to Prolog. It is possible to exploit or-parallelism with an execution model that is very close
to that of sequential Prolog. This means that one can take full advantage of existing implementation
technology to achieve a high absolute speed per processor, and also makes it easier to preserve the
same language semantics.

e Granularity. Or-parallelism has the potential, at least for a large class of Prolog programs, of defining
large-grain parallelism. Roughly speaking, the grain size of a parallel computation refers to the amount
of work can be performed without interaction with other pieces of work proceeding in parallel. It is
much easier to exploit parallelism effectively when the granularity is large.

e Applications. Significant or-parallelism occurs across a wide range of applications, especially in the
general area of artificial intelligence. It manifests itself in any kind of search process, whether it be
exercising the rules of an expert system, proving a theorem, parsing a natural language sentence, or
answering a database query.
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2.2.4 Issues in Or-Parallel Prolog Implementation and Early Work

The main problem with implementing or-parallelism i1s how to represent different bindings of the same
variable corresponding to different branches of the search space. The challenge is to do this in such a way
that the overhead of binding, unbinding and dereferencing variables is kept to a minimum compared with fast
sequential implementations. Various or-parallel models have been proposed [27, 17, 30, 1, 9], incorporating
different binding schemes.

An early binding scheme was that of the SRI model, first suggested informally by Warren in 1983 and
subsequently refined [28]. The early form of this model partly influenced Lusk and Overbeek in the design
of the pioneering system, ANL-WAM [12], one of the first or-parallel systems to be implemented. However,
they ended up implementing an alternative, rather more complex, binding scheme.

ANL-WAM was first implemented on the Denelcor HEP and later ported to other shared-memory machines.
It demonstrated that good speedups could be obtained on Prolog programs, but suffered from the fact that
the quality of its compiler and emulator were well behind the state of the art. Also there were considerable
overheads associated with the binding scheme and treatment of parallel choicepoints. However, ANL-WAM
provided a concrete demonstration of what could be achieved, and was a major inspiration behind the
formation of the Gigalips Project. The experience of ANL-WAM, together with that from early work on
or-parallelism in Sweden [7, 8, 17], has led to the refined version of the SRI model that has now been
implemented in Aurora.

2.2.5 A Short History of the Gigalips Project

At the Third International Conference on Logic Programming in London in the summer of 1986, a meeting
was held of representatives of several groups interested in various aspects of parallelism in logic programming.
It was agreed that there would be a core development project, open to participation by anyone, and that
anyone with related research interests was welcome to stay in close contact. Over the next year the project
became known as the Gigalips Project, and the core development centered on the Aurora system described in
this paper. The implementors were groups from Argonne National Laboratory, the University of Manchester,
and the Swedish Institute of Computer Science. The Manchester group subsequently moved to the University
of Bristol in the summer of 1988. Beginning in the spring of 1987, gatherings of the key participants were
held approximately every three months to decide on major issues and merge work that had been done
locally. Also attending these gatherings were researchers from ECRC, Imperial College, MCC, Stanford and
elsewhere. As a result, the Gigalips Project has been not only a design and implementation effort, but also
a medium for pursuing common research interests in parallel logic programming systems.

2.3 Design

Aurora is based on the SRI model, and most of the design decisions are as described in an earlier paper
[28]. In this section, we summarise the main features of the design, emphasising those aspects which are not
covered in the earlier paper.

2.3.1 The Basic SRI Model

In the SRI model, a group of workers® cooperate to explore a Prolog search tree, starting at the root (the
topmost point). The tree is defined implicitly by the program, and needs to be constructed explicitly (and
eventually discarded) during the course of the exploration. Thus the first worker to enter a branch constructs
it, and the last worker to leave a branch discards it. The actions of constructing and discarding branches are
considered to be the real work, and correspond to ordinary resolution and backtracking in Prolog. When a
worker has finished one continuous piece of work, called a task, it moves over the tree to take up another
task. This process is called task switching or scheduling. Workers try to maximise the time they spend
working and minimise the time they spend scheduling. When a worker is working, it adopts a depth-first
left-to-right search strategy as in Prolog.

6 A worker is an abstract processing agent. We use this term in order to leave unspecified the relationships with hardware
processors and operating system processes.
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The search tree is represented by data structures very similar to those of a standard Prolog system such
as the WAM. Workers that have gone down the same branch share data on that branch. As soon as data
becomes potentially shareable through creation of a choicepoint, it may not be modified. To circumvent
this restriction, each worker has a private binding array, in which it records conditional bindings, i.e.
bindings to variables which have become shareable. The binding array gives immediate access to the binding
of a variable. Conditional bindings are also recorded chronologically in a shareable binding list called the
trail (similar to that in the WAM). Unconditional bindings are implemented as in the WAM by updating
the variable value cell; they do not need to be recorded in the trail or binding array.

Using the binding array and trail, the basic Prolog operations of binding, unbinding, and dereferencing
are performed with very little overhead relative to sequential execution (and remain fast, constant-time
operations). The binding array introduces a significant overhead only when a worker switches tasks. The
worker then has to update its binding array by deinstalling bindings as it moves up the tree and installing
bindings as 1t moves down the tree, always keeping its binding array in step with the trail.

The major advantage of the SRI model, compared with other models [27, 12, 17], is that it imposes minimal
overhead on a worker while it is working.

2.3.2 Extending the WAM

We will now describe in general terms how the SRI model has been implemented as an extension to the
WAM. An important design criterion has been to allow any choicepoint to be a candidate for or-parallel
execution.

The nodes of the search tree correspond to WAM choicepoints, with a number of extra fields to enable workers
to move around the tree and to support scheduling generally. The extra fields depend on the scheduling
scheme, but typically include pointers to the node’s parent, first child node and next sibling nodes, and a
lock. Most of these extra fields do not need to be initialised, and can be ignored, until the node is made
public, i.e. accessible to other workers. This will be explained in more detail shortly. Most other WAM data
structures are unchanged. However trail entries contain a value as well as a variable address, environments
acquire an extra field, and choicepoints acquire a further two fields to support the binding array.

Each worker maintains a binding array to record its conditional bindings. A value cell of a variable that is
not unconditionally bound contains an offset that identifies the corresponding location in the binding array
where the value, if any, is to be found. When a variable is initialised to unbound, it is allocated the next
free location in the binding array. Having unbound variables initialised to such offsets simplifies the testing
of seniority that is necessary when one variable is bound to another.

In our implementation, there is one worker per operating system process, and each process has a separate
address space which may be only partially shared with other processes. We take advantage of this by locating
all binding arrays at a fixed address in unshared virtual memory. This means that workers can address their
binding arrays directly rather than via a register, and that binding array offsets in variable value cells can
be actual addresses.

The binding array is divided into two parts: the local binding array and the global binding array,
corresponding to variables in, respectively, the WAM (local) stack and heap (or global stack). Each part
of the binding array behaves as a stack growing and contracting in unison with the corresponding WAM
area. The worker maintains a register to keep track of the top of the global binding array. The need to
access a similar register for the local binding array is avoided by performing most of the allocation process
at compile-time (see later).

2.3.3 Memory Management
To support the or-parallel model, the WAM stacks need to be generalised to “cactus stacks” mirroring the
shape of the search tree.

To achieve this, each worker is allocated a segment of virtual memory, divided into four physical stacks: a
node stack, an environment stack, a term stack, and a trail. The first two correspond to the WAM
(local) stack unravelled into its two parts, and the second two correspond to the WAM heap and trail
respectively.

Each worker always allocates objects in its own physical stacks, but the objects themselves may be linked
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(explicitly or implicitly) back to objects in other workers” stacks forming a logical stack.

The main difference from the WAM arises when a worker needs to switch tasks. At a task switch the worker
may need to preserve data at the base of its stacks for the benefit of other workers. In this case, data for the
new task will be allocated on the stacks after the old data. If any of the old data later becomes unneeded,
“holes” will appear in the stack. These holes will be tolerated until reclaimed by an extension of the normal
stack mechanism. The holes correspond to ghost nodes, i.e. nodes which have been marked as logically
discarded by the last worker to need them, but which have not yet been physically removed from memory.
A ghost node and the associated “holes” in the other stacks will be reclaimed when the worker who created
them finds the ghost node at the top of its node stack. This occurs at task switching.

Regarding two possible optimisations mentioned in the earlier paper on the SRI model [28], the present
Aurora implementation does not perform promotion of bindings, and straightening has only been
implemented in an experimental form (in the Manchester scheduler, described later).

2.3.4 Public and Private Nodes

We have already mentioned the distinction between public and private nodes. It has the effect that the
search tree is divided into two parts: an upper, public, part accessible to all workers, and a lower, private,
part each branch of which is only accessible to the worker that is creating it. This division has two purposes:

e It enables a worker working in the private part of the tree to behave very much as a standard sequential
engine, without being concerned about locking or maintaining the extra data in the tree needed for
scheduling purposes.

e It provides a mechanism by which the granularity of the exploited or-parallelism can be controlled. By
keeping work private, a worker can prevent its tasks from becoming too fragmented.

We think of the worker as having two personas: a scheduler and an engine. When the worker enters the
public part of the tree; it becomes a scheduler, responsible for the complexities of moving around the public
part of the tree and coordinating with other workers. When the worker enters the private part of the tree,
it becomes an engine, responsible for executing work as fast as possible. Periodically, the engine pauses to
perform various scheduling functions, the chief one of which 1s to make 1ts topmost private node public if
necessary. The frequency with which nodes are allowed to be made public provides the granularity control
mentioned.

To maintain the integrity of the public part of the tree, it is necessary for a (busy) worker always to have a
topmost private node for the public node above it to point to. This private node has a special status, in that
typically 1t must have a lock and sibling and parent pointers, amongst other things. It is called a sentry
node.

In the initial implementation of Aurora, a dummy node was created when a worker was launched on a new
task to serve as the sentry node. This simplified the adaptation of the existing engine, but resulted in the
search tree becoming cluttered with superfluous dummy nodes. We have now implemented the concept of
an embryonic node as originally described [28]. The embryonic node is “fleshed out” by the engine when
it needs to create a choicepoint. The implementation of embryonic nodes involved separating the fields of a
node into two parts, the scheduler part and the engine part, with a pointer from the former to the latter.
This separation was necessary because a WAM choicepoint is not of a fixed size but varies according to the
arity of the predicate.

2.3.5 Scheduling

The function of the scheduler is to rapidly match idle workers with available work. Principal sources of
overhead that arise and need to be minimised include installation and deinstallation of bindings, locking to
control access to shared parts of the search tree, and performing the bookkeeping necessary to make work
publicly accessible. In addition, one wants the scheduler to prefer “good” work, for example larger grain size
computations or less speculative ones. (Work is said to be speculative if it may be pruned, i.e. become
unnecessary, due to a cut or commit).

What makes the scheduling problem interesting is that these goals are not always compatible. For example,
large-grain work may become available far away in the tree, while smaller-grain or speculative work is
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available nearby. Tt is not clear what to do with idle workers when there is (temporarily) no work available
for them. They can stay where they are or try to guess where work will appear next and position themselves
nearby. Movement to work is over unstable terrain, since the tree i1s constantly being changed by other
workers, and so a way must be found to navigate through it with as little locking as possible. Scheduling
is also complicated by cut, commit, and suspension (see below). Finally, a scheduling algorithm that works
well on a particular class of programs is likely to perform poorly on a different class, so that compromises
are inherent.

Because scheduling is such an open research problem, we have experimented with a number of alternative
schemes within Aurora. Three quite distinct schemes have been implemented and will be described in a later
section.

2.3.6 Cut, Commit, Side Effects and Suspension

Aurora supports cut and cavalier commit. Cut has a semantics strictly compatible with sequential Prolog.
It prunes branches to the right of the cutting branch in such a way that side effects (including other cuts)
are prevented from occurring on the pruned branches. Cavalier commit is a relaxation of cut that prunes
branches both to the left and right of the cutting branch, and is not guaranteed to prevent side effects from
occurring on the pruned branches. Cut selects the first branch through a prunable region; commit selects
any one branch through a prunable region.

Cut is currently implemented by requiring it to suspend until it is the leftmost branch within the subtree it
affects. This is the simplest but by no means the most efficient approach. Recent improvements [15] require
cut to suspend only so long as it could possibly be pruned by cuts with smaller scopes. Cavalier commit is
more straightforward to implement in that it doesn’t require any suspension mechanism.

Aurora also supports standard Prolog built-in predicates including those which produce side effects. Calls
to such predicates are required to suspend until they are on the leftmost branch of the entire tree. We have
also implemented “cavalier” (or “asynchronous”) versions of certain predicates, which do not require any
suspension [16].

2.3.7 Other Language Issues

The current implementation supports some interim program annotation to control parallelism. If the decla-
ration:

:- sequential <procedure>/<arity>.

is included in a source file, then the or-branches of <procedure>/<arity> cannot be explored in parallel.
Thus a programmer currently identifies predicates whose clauses must be executed sequentially. The compiler
and emulator are then able to mark choicepoints according to whether or not they can be explored in parallel.

All the predicates in a file may be declared sequential by placing a declaration:
:- sequential.

at the head of the file. This may be overridden for individual predicates by declaring them parallel (using
analogous syntax).

Sequential declarations were introduced as an interim measure before cut and side effects were properly
supported. At that time cut behaved as a true cut in sequential code but as a commit in parallel code. Now
cut and side effects are correctly supported. Sequential declarations are still available to the programmer as a
means to restrict the parallelism that is exploited. For non-speculative work, there appears to be little point
in restricting the parallelism. For speculative work, however, the present schedulers do not have an adequate
strategy, and there is therefore currently scope for the programmer to usefully restrict the parallelism [2].
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2.4 Implementation

The implementation of Aurora is based on Sicstus Prolog combined with the or-parallel implementation
framework developed for ANL-WAM. The system is intended to provide a framework within which various
implementation ideas could be tried out. These two factors have led to a structure for Aurora consisting of
a number of identifiable components, each relatively independent of the others. The main components are
the engine and scheduler.

A clean interface between the engine and the scheduler has been defined and implemented [3]. Tt defines the
services that the engine must provide to the scheduler and those that the scheduler provides to the engine.
This interface allows different engines or schedulers to be inserted into the system with the minimum of effort.
A scheduler testbed, compatible with the interface, allows different schedulers to be tested on simulated
search trees in isolation from the full system. This is an invaluable aid to debugging scheduling code.

2.4.1 Prolog Engine

The foundation of Aurora is Sicstus Prolog [6, 5], a relatively complete Prolog system implemented in C,
which has been ported to a wide range of Unix machines. Aurora is currently based on version 0.3 of Sicstus,
although migration to version 0.6 1s underway. Sicstus comprises a compiler, emulator, and run-time system.
The most basic component is the emulator or engine. The Sicstus engine is a C implementation of the
WAM with certain extensions, including the ability to delay goals (by wait declarations). Choicepoints and
environments are kept in separate stacks, which turns out to be essential for the SRI model. To produce a
parallel version of the engine supporting the SRI model, a number of changes had to be made. The total
performance degradation as a result of these changes has been found to be around 25% (see later).

2.4.1.1 Cactus Stack Maintenance

Each worker maintains the boundary between the public and private sections of its node stack in a boundary
register which points to the youngest public node. This governs what part of the node stack has to be kept
for the benefit of other workers. Fields of the youngest public node define the boundaries for the other stacks
and for the binding arrays. When a task is started, the boundary is moved back over zero or more ghost
nodes, thus shrinking the public section. The boundary register is updated as the engine makes work public
(see below). Tt is also used to detect on backtracking when to leave the engine.

2.4.1.2 Handling of Variable Bindings

Adapting the standard WAM for the SRI model binding scheme implies a number of changes. Unbound or
conditionally bound variables are represented as binding array references, i.e. as pointers into a binding
array, marked with a special tag. The corresponding array location is initialised to UNBOUND. Other values
indicate that the variable has been bound. When accessing a variable or an argument of a structure, one
has to cater for the possibility of encountering a binding array reference, in which case one has to access the
binding array. Seniority tests (for variable-variable bindings and for testing whether variable bindings need
to be trailed) are performed by comparing binding array references, rather than variable addresses.

For the term stack, a new WAM register maintains the next available binding array reference, and is incre-
mented for each new variable. The situation is somewhat different for variables in the environment stack,
as explained in the following section. Choicepoints acquire two new fields to record the tops of the binding
arrays.

2.4.1.3 The Environment Stack

Allocating binding array slots for variables in the environment stack is performed at compile time, in contrast
to the mechanism described above for the term stack. This is done by storing in each environment a base
pointer into the local binding array, denoted CL(E), and extending two WAM instructions with an extra
argument:
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call(P,n,j)
Call procedure P with n permanent variables still to be used, j out of these having been allocated
in the local binding array by put_variable. The n and j operands are denoted EnvSize(I) and
VarCount (I), respectively.

put_variable(¥Yn,Ai,j)
Set A; to reference the new unbound variable Y, whose binding array reference is computed as j +
the base pointer stored in the environment.

The algorithm to compute A, the top of environment stack, is extended to also compute LV the top of
local binding array. If the current environment is younger than the current choicepoint, then A is E +
EnvSize(CP) (as usual), and LV is CL(E) + VarCount(CP). Otherwise LV is the top of local binding
array field of B, and A is the top of environment stack field of Bp. Here Bp is a new WAM register,
denoting the youngest choicepoint in the worker’s own node stack. It is usually different from B (the current
choicepoint) only when a task is started; as soon as a choicepoint is created, B and Bp get the same value.
When adjusting B, Bp has to be recomputed as well. However, this overhead was judged worthwhile as it
speeds up the computation of A which occurs more frequently than updates of B.

The base pointer field CL(E) also serves as an indicator of the age of an environment. This proves useful
when comparing ages of choicepoints and environments, as address comparisons cannot be used. The compiler
ensures that the chain of base pointers form a strictly increasing sequence for this comparison to work.

2.4.1.4 Cut and Cavalier Commit

After a cut or commit operation which resets the current choicepoint to an earlier value N, it becomes
mandatory to tidy the portion of the trail which is younger than N. Tidying means to reprocess all bindings
which were recorded earlier as conditional and make them unconditional where appropriate. If this is not
done, there might be garbage references in the trail to a portion of the environment stack which is being
reused by tail recursion optimisation. It is a property of the SRI model that a trailed item always refers to
a variable whose value is a binding array reference. This property might be violated if the trail is not tidied,
with fatal effects when attempting to reset non-existent variables.

The cut/commit operation must also treat cutting within the private section and cutting into the public
section as two separate cases, and call a scheduler function to perform the latter. In the latter case, the
scheduler may refuse to perform the cut, in which case the engine suspends as described in the following
section. If the scheduler does perform the cut it may order other workers to abort their current tasks.

To support suspension of cuts, the compiler provides extra information about what temporary variables need
to be saved until the suspended task is resumed. This extra information also encodes the distinction between
a cut and a cavalier commit.

2.4.1.5 A Suspension Mechanism

An ability was added to suspend work until the current branch of the computation tree is the left-most one,
either globally or with respect to some ancestral node. The global suspension test was added to all built-in
side effect predicates. The local test is used for cuts (see above).

To suspend work, the engine pushes a node with a single alternative denoting the current continuation,
makes the entire private section public’, and returns control to the scheduler. It is up to the scheduler to
decide when the suspended work may be resumed.

2.4.1.6 Other Multiprocessing Issues

A mechanism was added to allow the engine to periodically perform certain scheduling functions, notably to
make work public or to abort the current task. At every procedure call, a counter controlling the granularity
is decremented to determine whether to seek to perform such action.

"This is avoided in the new version of Aurora currently being implemented.
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Access to certain global data structures (symbol tables, predicate databases etc.) had to be synchronised by
using locks. Currently each worker performs input/output, although this would probably be better handled
by a dedicated Unix process to avoid multiple accesses to buffers and control blocks.

Special support for concurrent executions of setof has been provided. In the Aurora implementation of
setof (X,P,L), each invocation acquires its own save area, where instances of X are saved. Each such save
area 1s itself serialised by a lock, to cater for parallelism within P.

2.4.2 Schedulers

Scheduling issues are an active area of research within the project, and the engine/scheduler interface allows
us to experiment with different alternatives. To date four quite distinct schedulers have been implemented,
an early interim solution and three more recent and more complete solutions: the Manchester scheduler, the
Argonne scheduler, and the Wavefront scheduler. These are described below. The Wavefront scheduler was
the last to be developed and has only recently become fully functional.

The earliest scheduler was based on a strategy described by SICS [17]. The implementation was modeled
loosely on ANL-WAM and featured a global scheduling mechanism. That is, a single lock protected the
data structures necessary to determine what branch of the tree an idle worker would explore next. It was
anticipated that this global lock would represent a bottleneck as machines with more processors become
available. The later schedulers use a more local scheme for assigning available work to available workers.

The three current schedulers are very similar in their level of completeness, all handling cut, commit and
sequential side effect predicates correctly. Moreover, although they have rather different ways of implement-
ing their responsibilities, they do share a number of strategy decisions. All three schedulers release work
only from the topmost node on a branch. This may be regarded as a breadth-first strategy and is a sim-
ple attempt to maximise the size of tasks for their engines. In general the schedulers attempt to maintain
one, live, shareable node on their current branch, irrespective of whether any other worker is currently idle
(although the Manchester scheduler has relaxed this requirement with its “lazy release” mechanism). In
general, if a cut or side effect predicate cannot be executed due to its not being on the leftmost branch in
the appropriate subtree then the schedulers suspend that work, freeing the worker to look for another task.
Nomne of the schedulers currently gives special treatment to speculative work: all work is regarded as being
equally worthwhile; however better treatments of speculative work are being developed.

2.4.2.1 The Manchester Scheduler

The aim of the Manchester scheduler [4] is to match workers to available work as well as possible. When
there are workers idle, any new piece of shareable work is given directly to the one judged to be closest in
the search tree. Conversely, when a worker finishes a task it attempts to claim the nearest piece of available
work; if none exists, it becomes idle at its current node in the tree.

The matching mechanism relies upon each worker having a unique number and there being a worker map
in each node indicating which workers are at or below the node. There are, in addition, two global arrays,
both indexed on worker number. One array indicates the work each worker has available for sharing and
its migration cost, and the other indicates the status of each worker and its migration cost if it is idle. The
migration cost of a node is taken to be the number of trail entries from the root down to that node. If a
worker is looking for work, then by examining the bit map in its current node it knows which work array
entries need be considered and it can choose the one with the lowest migration cost. If the subtree contains
no shareable work then scanning up the branch towards the root allows progressively larger subtrees to be
considered. The worker status array allows the use of an analogous procedure when determining the best
idle worker to hand work to.

The execution of cuts and commits also relies on the bitmaps to locate and notify the workers in the branches
to be pruned. In general, the task of cleaning up the pruned subtree is left to the workers being cut, so that
the cutter can proceed with its own work.

A number of refinements to the basic scheduling algorithm have been introduced into the Manchester sched-
uler.

Shadowing. Idle workers try to distribute themselves evenly over the tree, each shadowing an active (work-
ing) worker, in the hope that it will release some work later on.
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Delayed re-release. When a piece of work is acquired by a worker from a node, release of further alterna-
tives from the same node is disabled for a short period of time. Since it is not known in advance how
big a task will be, it was thought that delayed re-release would lead to a better distribution of work
and help avoiding congestion of workers.

Lazy release. Nodes are made public only when there are idle workers waiting for work. This way one can
avoid creating public nodes that will never be shared. A disadvantage of this scheme is that when a
worker runs out of work it must first become idle and wait till the others notice this fact before it can
get hold of a piece of work.

Straightening. This operation, actually defined by the basic SRI model [28], removes a dead node when
a worker dies back to it leaving just one other branch. The structure of the tree can be simplified
considerably and all the future movements of workers through the given branch can benefit from the
straightening. Note that the promotion of bindings has not been incorporated into the straightening
operation in the current implementation.

Of the above refinements shadowing and lazy release have been shown to be the most useful [24], while delayed
re-release proved to be detrimental for most of the examples. Straightening leads to little improvement in
the speed, probably because the actual implementation of this operation is quite complex and also because it
causes a noticable increase in overall congestion for locks. We believe that the implementation of straightening
can be improved, so that it will have a beneficial effect on overall execution time.

2.4.2.2 The Argonne Scheduler

The philosophy of the Argonne scheduler [2] is to allow workers to make local decisions; very little use is
made of global data. Any worker that is in the public part of the tree is positioned at some particular node.
In order to find work to do, it makes a decision about whether to choose an alternative at its current node
(if there is one) or to move along an arc of the tree to a nearby node and repeat the decision process. This
local decision and one-step-at-a-time movement leads to an easily modifiable scheduling strategy.

Data to support this strategy is local. A bit in each node indicates whether or not an unexplored alternative
exists at this node or below. These bits attract workers from above. Workers are “eager” in the sense that
as soon as they become available they begin an active search for work. Only when they believe they are
optimally positioned to take advantage of new work that might appear do they become inactive.

The current strategy is to try to maintain at least one active public node on each branch of the tree. Thus
the scheduler takes a liberal approach to releasing work, and workers are correspondingly eager in their
pursuit of it, trying to position themselves where work might appear even if no work is currently available.
The potential drawbacks of these decisions are that nodes may become public that are never actually shared,
thus needlessly increasing the overhead of claiming an alternative from the node. Workers in eager pursuit of
potential work may move away from places in the tree where work is just about to appear, so that it would
have been better not to be so “eager”. The impact of these drawbacks depends in general on the particular
Prolog program being executed.

2.4.2.3 The Wavefront Scheduler

From the viewpoint of scheduling, the most interesting part of the search tree is at the boundary between
public and private regions. In particular, assuming a topmost node scheduling strategy, new work is found
only at the youngest public nodes. The basic idea behind the Wavefront scheduler is to link together
these “interesting” nodes allowing for a more direct access to work. We call this linked chain of nodes the
wavefront.

The most important property of the wavefront is that all active public nodes are to be found there. Such
nodes may have any number of children, that is, workers that have taken an alternative and are privately
exploring it. The set of children is called the wavelet, and can be seen as representing a possible future
expansion of the wavefront. When a worker takes the last alternative, linking itself in as the last child in the
wavelet, the wavefront is expanded downwards into the wavelet. When a worker fails up to its public-private
boundary it looks for new work. In the case when the worker is in a wavelet, finding new work is trivial, as
the parent node is still active; the next alternative is simply taken and the sentry node (see Section 2.3.4)
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is moved to its new position as the last child within the wavelet. If the worker is on the wavefront, on the
other hand, the worker scans the wavefront for work.

When a worker moves from one position in the tree to another; it must update its binding array accordingly,
using the trail. In the other schedulers, workers actually move through the tree node by node updating
binding arrays on the way. In the Wavefront scheduler, the wavefront provides not only a more direct way of
finding work, but also the information necessary for updating binding arrays. Nodes are augmented with a
new field, called the join, which, although by necessity being placed in one node, actually defines a relation
between two neighbouring wavefront nodes. The join is a pointer to the lowest node that a wavefront node
has in common with its right neighbour. Updating the binding array to reflect a move between neighbouring
nodes is then done by using the logical trail: from the first wavefront node to the join node, to deinstall
bindings, and from the second wavefront node to the join node, to install bindings.

In the Wavefront scheduler, a worker that becomes idle keeps its position in the wavefront while looking for
work. The lowest of its two joins defines the region in which it is alone. An idle worker periodically checks
this region, reclaims memory, and grabs sequential work, if any. An idle worker periodically looks for work
along the wavefront. When work is found, the worker (1) reserves the work, linking itself into the wavelet
as the last child, (2) possibly performs a wavefront expansion and installs/deinstalls bindings as appropriate
for its new position, and (3) removes itself from its previous wavefront position. Removing a node from the
wavefront is simple: at most one of the two joins associated with the node has to be updated (the lowest
is set to the highest). For a short time, the worker, in a sense, exists in two places at once, and protects
memory associated with both branches from reclamation by other workers.

This way of dealing with idle workers has two major advantages. Firstly, it makes the public region above
the wavefront entirely read-only except for public backtracking (and synchronisation). Secondly, it neatly
divides the wavefront into regions. An idle worker need only scan the wavefront to its left and right as far
as the nearest idle worker in either direction.

A worker may suspend, in which case its sentry node is simply marked as suspended, and the worker proceeds
to look for other work. The sentry node may be a wavefront node or a wavelet node, but in the latter case it
will fairly quickly find itself in the wavefront, as its parent node becomes exhausted. A suspended node may
exist in the wavefront for an arbitrary amount of time, but eventually either it will be cut or the suspension
will be lifted and work resumed at the suspended node. Note that, except for suspensions, the number of
nodes in the wave front is bounded by the total number of workers.

The implementation of cut and side effects depends on being able to determine whether or not a worker
is leftmost within some scope (possibly global). This is achieved by sweeping the wavefront to the left.
The join pointers will show when the scope boundary has been reached. Were it not for possible sequential
choicepoints, idle workers could be ignored for leftmost determinations.

At the present time the Wavefront scheduler is still in an early stage of development. A good deal of
refinement and experimentation remains to be done. To begin with there are a number of features of the
Manchester scheduler (shadowing and lazy release) which could be incorporated. Overall, we hope that
the Wavefront scheduler will provide for greater flexibility in experimentation with scheduling concepts. In
particular, we are looking into more sophisticated ways of dealing with speculative work.

2.4.3 The Graphical Tracing Facility

Aurora also encompasses a set of tools for understanding the behavior of the system. They include a
mechanism for recording events in the scheduler, and a graphical tracing facility for replaying those events
on a Sun workstation to show pictorially how the workers explore the search tree [11].

In Figure 2.1 we show a typical snapshot of the Argonne scheduler at work, taken near the beginning of
the search for all solutions of the “Zebra” puzzle by 16 workers. We are looking at the public part of the
tree. Each “bee” at the end of branch represents a worker executing sequentially in the private section. The
nodes shaped like honey pots (attractive to bees) have unexplored alternatives available, and nodes with
parallel bars across them have alternatives that can be explored in parallel. The stalk of non-parallel nodes
beginning at the root arises from the (sequential) Prolog shell.

From this snapshot we can tell that lots of work is currently available, and that the workers are distributed
fairly evenly in the tree. We can see that worker 12 has just taken the last alternative from a node, and so
is interrupting worker 7, telling it to make the node at the top of its stack public. Worker 13 is just finishing
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Aurora Tracing Facility
Directory: Afusr/fantares3/lusk/echo/Wamtrace/Arg/traces single step 1@

Trace file: trace.zebra3.16
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Figure 2.1: Snapshot of the graphical tracing facility

its branch, and on the node below there is another idle worker (actually, worker 5) that is about to take up
work.

A much better feel for the computation is gained by watching the display in action and seeing the workers
move about the tree in search of work. By clicking on the appropriate buttons, one can stop and restart the
display, single step for close scrutiny of critical events, and display the predicate names associated with each
choicepoint. These labels are important for relating the tree to the original program, but clutter the display
and so are not shown here.

The graphical tracing facility has been very useful for investigating the behavior of the different schedulers.
It has been particularly helpful in identifying “performance bugs”, in which a computation is carried out
correctly, but not as fast as it should be. In many cases the graphical display brings out the problem quite
clearly.

2.5 Experimental Results

In Tables 2.1, 2.2 and 2.3, we present some performance data for Aurora running on a Sequent Symmetry
under the three schedulers. The data is illustrative, and should not be regarded as providing a definitive
comparison of the schedulers, or indeed a definitive picture of Aurora behaviour. The tables show times and
speedups for different numbers of processors. For the Manchester scheduler two of the refinements described
in Sec. 2.4.2.1 have been switched on for these runs: shadowing and lazy-release. The benchmarks considered
are 8-queens2, a naive (generate and test) version of the 8 Queens problem from ECRC; salt-must2, a
version of the Salt and Mustard puzzle from Argonne (adapted to remove meta-calls); tina, a holiday
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planning program from ECRC; dbs, the database query part of a Chat-80 natural language query®; parse5,
the natural language parsing part of the same Chat-80 query.

Table 2.4 shows the relative speed of other Prolog systems compared with Aurora running on one Sequent
Symmetry processor, for the same benchmarks. (The Aurora times are taken to be the average for the
three schedulers, there being no significant difference between the schedulers on one processor). The main
comparison 1s with the underlying sequential Prolog implementation, Sicstus 0.3, also running on a Sequent
Symmetry. For additional comparison, we show the relative speed on a Sun 3/75 of Sictus 0.3, Quintus
Prolog 2.4, and the most recent version of Sicstus, version 0.6.

In Table 2.5 we present some sample profiling data obtained from running the same benchmarks on an
instrumented version [24] of Aurora (Manchester scheduler) with 20 processors on a Sequent Symmetry. First
we give the execution time within the instrumented system (after substracting the measurement overheads),
followed by some statistical data: the number of procedure calls (including built-ins); the number of tasks
(engine invocations); the average number of calls per task (the quotient of the two previous quantities).
The next three columns show the total overhead needed to support or-parallelism divided into three main
categories: execution related overheads (i.e. the SRI binding scheme and the periodic test for scheduling
activities during Prolog work), task switching overheads, and idle time. These columns show the total time
(including locking and migration) spent in each main activity by all processors, expressed as a percentage
of the sequential (Sicstus 0.3) execution time. The last two columns provide, as additional information, the
total time spent respectively in locking and migration (i.e. the installation/deinstallation of bindings needed
on task switching), again expressed as a percentage of sequential execution time.

The performance results that these tables illustrate are encouraging. On one processor, Aurora is only about
25% slower than Sicstus 0.3, the sequential system from which it is derived. Sicstus 0.3 is itself only about
2.7 times slower than Quintus Prolog, one of the fastest commercial systems. The latest version of Sicstus,
Sicstus 0.6, is even faster, only about 1.8 times slower than Quintus; and we expect this improvement to
carry over to Aurora when migration to version 0.6 has been completed.

On 20 processors, the Aurora speedup (relative to its speed on one processor) depends on the application,
but can be over 18 on programs with almost ideal or-parallelism, while substantial speedups of 10 or more
are obtained on a range of benchmarks including some drawn from real applications in natural language
parsing and database query processing. These speedups represent a real performance improvement over
sequential systems: for example, for the benchmarks shown, Aurora on 20 processors is 4 to 7 times faster
than Quintus Prolog on a Sun 3/75. We shall see in the next section that very good speedups (and absolute
performance) are also obtained on a variety of complete, large-scale applications.

The results demonstrate that the overheads introduced by adapting a high performance Prolog engine for
the SRI model are low. The profiling data show that the cost of updating binding arrays on task switching,
which was feared to be a major source of overhead, is quite small in practice. The relatively high migration
cost for the parseb benchmark is caused by a rather peculiar shape of the search tree: two long branches
with some work appearing on both of these from time to time.

Similarly, the time spent in locking is acceptably low, at least for the Manchester scheduler. It should
be noted that the locking overhead in the Manchester scheduler is now low partly because the profiling
data has been very helpful in locating and eliminating congestion in those parts of the algorithm where the
competition for locks was high.

We believe that the most significant overhead is the high, relatively fixed, cost of task switching that prevails
for all the schedulers in the current Aurora implementation. As can easily be calculated from data in
Table 2.5, the cost of a single task switching operation is on average around 7 to 10 (sequential) Prolog
procedure calls, and this figure seems to be relatively independent of the nature of the task switch. This
places a limit on the granularity of parallelism that is worth exploiting, tasks of less than about 10 procedure
calls being hardly worth exploiting. It will be seen that the db5 and parseb are close to this limit. In
addition to the direct cost of task switching, there seems to be a significant amount of idle time which
cannot be explained by lack of parallelism, and which, we believe, is caused by delays in creation of work,
due to earlier task switching overheads. Consequently the high cost of the task switching operation and
the partitioning of work into sometimes unnecessarily small tasks are the main factors to blame for the less
than perfect speedups. It i1s possible that task switching costs can be reduced by low-level tuning of the
engine/scheduler interface amongst other things, irrespective of the high-level scheduling strategy.

8 “Which European countries that contain a city the population of which is more than 1 million and that border a country
in Asia containing a city the population of which is more than 3 million border a country in Western Europe containing a city
the population of which is more than 1 million?”
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Processors
Benchmark 1 4 8 16 20
S-queens2 | 29.18 | 7.31(3.99) | 3.69(7.91) | 1.95(15.0) | 1.58(18.5)
sm2 *10 | 11.61 [ 3.00(2.87) | 1.59(7.30) | 1.00(11.6) | 0.80(14.5)
tina 20.91 | 5.56(3.76) | 3.01(6.95) | 1.78(11.7) | 1.55(13.5)
db5 *10 3.78 [ 1.07(8.53) | 0.64(5.90) | 0.44(8.61) | 0.40(9.47)
parse5 5.88 [ 1.64(3.59) | 1.03(5.70) | 0.75(7.85) | 0.64(9.19)

Table 2.1: Times (in seconds) and speedups for Aurora, Manchester scheduler

Processors
Benchmark 1 4 8 16 20
S-queens2 | 29.11 | 7.37(3.95) | 3.74(7.78) | 1.96(14.9) | 1.59(18.3)
sm2 *10 | 11.62 [ 4.00(2.91) | 3.14(3.70) | 0.90(12.9) | 0.75(15.5)
tina 21.08 | 5.51(3.83) | 2.98(7.07) | 1.76(12.0) | 1.55(13.6)
db5 *10 3.85 [ 1.06(3.63) | 0.68(5.65) | 0.45(8.54) | 0.38(10.1)
parse5 5.89 [1.82(8.24) | 1.32(4.45) | 1.07(5.51) | 1.02(5.75)

Table 2.2: Times (in seconds) and speedup for Aurora, Argonne scheduler

Processors
Benchmark 1 4 8 16 20
S.queens2 | 29.12 | 7.32(3.98) | 3.78(7.70) | 2.08(14.0) | 1.74(16.8)
sm2 *10 | 11.66 | 3.04(3.84) | 1.52(7.67) | 1.02(11.4) | 1.04(11.2)
tina 21.13 | 5.44(3.88) | 2.89(7.80) | 1.72(12.3) | 1.59(13.3)
db5 *10 3.67 [ 0.98(3.73) | 0.57(6.49) | 0.40(9.12) | 0.39(9.35)
parse5 6.01 [1.65(3.63) | 1.05(5.71) | 0.79(7.58) | 0.57(10.5)

Table 2.3: Times (in seconds) and speedup for Aurora, Wavefront scheduler

TIME (sec) RELATIVE SPEED

Aurora 0.0 Sicstus 0.3 | Sicstus 0.3 | Quintus 2.4 | Sicstus 0.6
Benchmark Symmetry Symmetry SUN 3/75
8-queens2 29.14 1.25 0.91 2.68 1.45
sm2 *10 11.63 1.26 0.92 2.34 1.22
tina 21.04 1.26 0.84 2.29 1.39
db5 *10 3.77 1.17 0.90 2.42 1.28
parse5 5.93 1.23 0.99 2.62 1.52

Table 2.4: Comparing speed of other Prolog implementations with Aurora

TASK

TOTAL EXECUTION | SWITCHING IDLE LOCKING | MIGRATION

TIME TOTAL | TOTAL | CALLS || OVERHEADS | OVERHEADS TIME TIME TIME
Benchmark (sec) CALLS | TASKS | /TASK % of sequential execution time (Sicstus 0.3)
8-queens2 | 1.580 || 167207 | 1822 92 25.12% 8.45% | 1.68% 0.79% 0.49%
sm2 *10 0.763 || 135740 | 3440 39 22.29% | 26.03% | 17.30% 7.13% 1.711%
tina 1.591 || 160662 | 3349 48 31.96% | 23.28% | 34.57% || 10.03% 1.53%
db5 *10 0.441 55450 | 3145 18 24.04% | 71.20% | 77.79% || 38.55% 5.30%
parse5 0.654 39096 | 3384 12 31.64% | 107.37% | 31.65% || 10.52% | 31.75%

Table 2.5: Profile data for Aurora, Manchester scheduler, 20 processors
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Remarkably similar speedups on the same benchmarks have been obtained for ECRC’s PEPSys model [22].
The fact that two quite different models should produce similar speedups suggests that the speedups are
limited mainly by the intrinsic granularity of the parallelism available in the examples. Simulation data by
Kish Shen suggests that all the examples potentially have at least 20-fold parallelism, but that granularity
varies widely and is very fine in the benchmarks with poorer speedups.

2.6 Applications

Besides running small benchmarks, we have ported a number of large-scale Prolog applications to Aurora to
see how easy the porting is and to investigate how performance fares in real life.

Apart from the applications described in more detail below, other applictions tested are an Andorra Prolog
interpreter [14], the Satchmo theorem prover (two versions: the first for theorems in Predicate Logic and
the second for Propositional Logic), and a lexicon learning program. They show speedups from good (8 on
12 processors) to very good (11 on 12 processors).

2.6.1 The Pundit Natural Language System

The Pundit natural language system [19] developed by the Unisys Paoli Research Centre consists of a parser
and a broad coverage restriction grammar. The grammar used consists of 125 BNF rules and 55 restrictions
plus meta-rules handling conjunctions. There are about 350 disjunctions in the grammar. A kind of semantic
parsing (selection) can be used to reduce the search space, but unfortunately it has not been possible to use
this component in our experiments.

This large application is perfectly suited for or-parallel execution. The speedups are nearly ideal. The only
change we had to do was replacing calls to the standard (synchronous) recorded with asynchronous versions.
The results are actually better than the predictions based on the somewhat pessimistic model of parallelism
proposed by the Paoli group [19].

For typical sentences, speedups with 12 processors are in the range 9 to 11. For example, a speedup of 11.15
is obtained for the sentence “Loud noises were coming from the drive end during coast down”.

2.6.2 The Piles Civil Engineering Application

The Piles program developed by the University of Bristol Civil Engineering Department analyses possible
faults in concrete piles from acoustic data. The program is essentially an expert system consisting of a
rulebase, a rule interpreter and a set of facts to be interpreted against the rules. A set of test data is
available for 31 different piles. Seven main classes of fault can be analysed. In practice, the system is used
to find all seven possible classes of fault in all the piles tested (31 in this case). This normal mode of use
gives very good or-parallelism (albeit of a rather trivial kind).

The original Piles program was written in a different Prolog dialect (running on an IBM PC) and had to
be converted for running under Sicstus. The use of the clause predicate had to be eliminated in order to
facilitate compilation of the program. In order to exploit the indexing feature of Sicstus, argument positions
in certain predicates were reordered; this actually yielded a very big improvement. In order to overcome the
deficiency of the floating point operation of the current Aurora implementation, all floating point numbers
were changed to integers. The core of the program made use of assert and retract to keep track of
the certain maxima in the search space. Such use of side effect predicates hampered the exploitation of
parallelism. The side effect predicates were initially replaced by a free_bagof (one which can collect its
solutions asynchronously in an arbitrary order) and then by a new built-in predicate called maxof.

With all these changes, the time on one processor dropped dramatically from 173 sec. to 8.13 sec., and
the speedup on 11 processors improved from around 1 with the original program to 9.5 with the eventually
refined program, the time on 11 processors being reduced to 0.85 sec. Given that the original program on
an IBM PC took on the order of 20 minutes, the total performance improvement achieved is very striking,
a factor of around 1500.

The speedup described so far arises mainly from analysing 31 piles in parallel, which is how the application
is actually used. In order to observe how much parallelism is available at the core of the program, we
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investigated the performance on a single pile seeking a single type of fault. Used in this way the program
still shows a reasonably good speedup of around 7 with 11 processors. The use of sequential declaration, in
an attempt to focus the exploitation of parallelism, did not help in this application.

2.6.3 Study of the R-classes of a Large Semigroup

In the context of the overall automated reasoning research at Argonne, there has been interest in using various
artificial intelligence based tools as aids in the understanding the structure of certain large finite semigroups
that play a fundamental role in classifying varieties of semigroups [21]. A recent theorem-proving run yielded
twenty megabytes of output about the semigroup F3Bs1. Although the number of elements (102,303) was new
and important information, we wanted to extract information about the R-classes in order to understand
the structure. This required first the extraction of 2844 distinguished elements and for each of these, a
specialised theorem-proving run to identify the graph structure of its R-class. Since the theorem-proving
runs required specialised inference rules and subsumption criteria, it was convenient to write this program
in Prolog. Since the computation was so large, it was well worth speeding up, and since it consisted of 2844
independent and relatively large computations, there was ample exploitable parallelism. On 24 Sequent
Symmetry processors, the speedup was 23.4, the time for the computation being reduced from nearly two
hours to under five minutes. The computation time on the fastest sequential Prolog system we could find,
Quintus Prolog on a Solbourne Sun-4 clone, was nearly twenty minutes. Thus Aurora was 3.7 times faster
than the fastest available sequential Prolog system.

2.7 Conclusion

Aurora is a prototype or-parallel implementation of the full Prolog language for shared-memory multipro-
cessors. It currently runs on Sequent and Encore machines. It has been constructed by adapting Sicstus
Prolog, a fast, portable, sequential Prolog system developed at the Swedish Institute of Computer Science.
The techniques for constructing a portable multiprocessor version follow those pioneered by Argonne National
Laboratory in a predecessor system, ANL-WAM. The SRI model, as developed and refined at Manchester
University, was adopted as the means to generalise the Sicstus Prolog engine for or-parallel operation.

Aurora has demonstrated the basic feasibility of the SRI model. A high absolute speed per processor is
attainable, and significant speedups can be obtained through parallelism on real examples. The overheads
of updating binding arrays on task switching seem quite tolerable in practice.

Aurora supports the full Prolog language and is able to run large Prolog applications and systems. We have
demonstrated that substantial or-parallelism is available in a variety of real applications, and that this leads
to good speedups and absolute performance when running on Aurora.

As regards the ultimate goal of obtaining truly competitive bottom-line performance, Aurora on a 20-
processor Sequent Symmetry is typically 4 to 7 times faster than Quintus Prolog on a Sun 3/75 for a wide
range of examples with sufficient or-parallelism. On 4 processors Aurora easily outperforms Quintus on all
examples with sufficient parallelism, while on one processor Aurora is only about 2.5 times slower. As a
point of comparison, Quintus Prolog is one of the fastest commercial Prolog system, while the Sun 3/75
was until recently considered to be a fast processor. Turning to the fastest Prolog system we could find
today, Quintus Prolog on a Solbourne Sun-4 clone, Aurora was 3.7 times faster on a large theorem proving
application.

However, it can be argued that Aurora will not become truly competitive with sequential Prolog systems until
shared-memory multiprocessors become cheaper and more cost-effective, bearing in mind that a 20-processor
Sequent Symmetry is an order of magnitude more expensive than a fast workstation. The main factor
preventing Aurora from being truly competitive is that multiprocessor machines, as an emerging technology,
are still relatively expensive and have lagged behind in keeping pace with the dramatic yearly increase in
sequential processor speeds. However this situation is changing. The next generation of fast processors is
likely to appear simultaneously in workstations and multiprocessors that will support Aurora, and at the
same time multiprocessors are likely to become increasingly competitive in terms of price/performance.

The other factor limiting Aurora competitiveness is the fact that (on equivalent hardware) the Aurora engine
is some 3 times slower than the Quintus engine, due primarily to its being a portable implementation written
in C, but reflecting also the overheads of the SRI model. We expect this factor to be reduced by the migration
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to Sicstus version 0.6, and further improvements would be possible if the engine were implemented at as low
a level as Quintus. Thus, with suitable tuning of the Aurora engine, truly competitive performance is likely
to be obtainable on the next generation of multiprocessors.

The experience of implementing Aurora has demonstrated that it is relatively easy to adapt a state-of-the-
art Prolog implementation, preserving the complete Prolog semantics. The main novel component is the
scheduler code, which is responsible for coordinating the activities of multiple workers looking for work in
a Prolog search tree. A clear and simple interface has been defined between the scheduler and the rest of
the system. This makes it easy to experiment with alternative schedulers (three quite different schedulers
currently exist), and should make it easier to apply the same parallelisation techniques to other existing
Prolog systems.

Aurora i1s a prototype system, and there are many issues that need further exploration. In particular, more
experimentation i1s needed with different scheduling strategies and mechanisms. It may be possible to reduce
the high cost of task switching by more efficient implementation, or by alternative scheduling strategies
which do not follow the “topmost node” heuristic. For example, current implementations of the BC model
[1] achieve a much larger effective task size by dividing work at the “bottom-most node” rather than the
topmost.

The current schedulers are able to handle cut, commit and side effects correctly. However, they require
major enhancement to handle speculative work efficiently. The present schedulers treat all work as being
equally worthwhile, and make no allowance for how speculative a piece of work may be. A more intelligent
scheduling strategy should be prepared to suspend work that has become highly speculative if there is work
available that is likely to be more profitable. Thus there is a need for “voluntary” suspension in addition
to the present “compulsory” suspension. Possible scheduling schemes giving preference to non-speculative
work or failing that to the least speculative work available are being discussed [15] and are going to be
implemented and evaluated in the Aurora system.

The existing Aurora system allows researchers to experiment with or-parallel logic programs. We are making
the system available to other research groups. We expect to continue to improve its capabilities and speed,
and to port the system to new shared-memory multiprocessors as they become available.

The work done so far has inspired many directions for future research. One major extension that we are
pursuing is the incorporation of and-parallelism, in the form of the Andorra model and language [14, 31].
The work has also inspired ideas for a novel architecture supporting shared virtual memory, called the data
diffusion machine [29]. We believe Aurora can contribute generally to the study of parallelism in logic
programming languages.
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Chapter 3

Performance Analysis of the Aurora
Or-Parallel Prolog System’

Péter Szeredi?

Department of Computer Science

University of Bristol, Bristol BS8 1TR, U.K.

Abstract

Aurora is a prototype or-parallel implementation of the full Prolog language for shared memory
multiprocessors based on the SRI model of execution. The capabilities of Aurora in exploiting
parallelism vary from application to application: some show almost linear speed-up, whilst for
others the speed-up i1s much worse than the theoretical maximum.

The Manchester version of the Aurora system has been instrumented to provide various types of
profiling information. Main sources of overhead in parallel execution have been identified and the
frequency of specific events, as well as the time spent in each of them has been measured. Special
attention has been paid to the binding array update overheads associated with the SRI model and
to the overheads of synchronisation using locks.

We present a short description of the instrumented Aurora system and evaluate the basic set
of profiling data.  Our main conclusion is that the high cost of task switching in the present
implementation is the main cause of poor speed-ups. The cost of updating the binding arrays,
which was feared to be the major cause of overhead, seems to be rather small. Similarly, locking
costs are acceptably low and there is no significant increase in the average locking time.

3.1 Introduction

Aurora is a prototype or-parallel implementation of the full Prolog language for shared memory multipro-
cessors, currently running on Sequent and Encore machines. It has been developed in the framework of
the Gigalips project [5], a collaborative effort between Argonne National Laboratory in Illinois, University
of Bristol (previously University of Manchester) and the Swedish Institute of Computer Science (SICS) in
Stockholm.

The SRI model [11] has been adopted as the basis of Aurora. According to this model the system consists
of several workers (processes) exploring the search tree of a Prolog program in parallel. Each node of the
tree corresponds to a Prolog choicepoint with a branch associated with each alternative clause. As the tree
is being explored, each node can be either live, i.e. having at least one unexplored alternative, or dead. Live

1 This paper has appeared in the proceedings of NACLP’89 [10]
20n leave from SZKI, Donéati u. 35-45, Budapest, Hungary
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nodes correspond to pieces of work a worker can select. Each worker has to perform activities of two basic
types:

e executing the actual Prolog code,

e finding work in the tree, providing other workers with work and synchronising with other workers.

The above two kinds of activities have been separated in Aurora: those parts of a worker that work on
executing the Prolog code are called the engine; whilst those concerned with the parallel aspects are called
the scheduler. The engine used in Aurora is a modified version of SICStus Prolog (version 0.3).

In accordance with the SRI model each worker has a separate binding array to store its own bindings to
potentially shared variables (conditional bindings). This technique allows constant time access to a value of
a shared variable, but imposes an overhead of updating the binding arrays whenever a worker has to move
within the search tree. The number of bindings made on the given path of movement is called the migration
cost, since 1t is proportional to the updating overhead of binding arrays.

The or-tree 1s divided to an upper, public, part accessible to all workers and a lower, private, part. A worker
exploring its private region does not have to be concerned with synchronisation or maintaining scheduling
data — 1t can work very much like a standard Prolog engine. The boundary between the public and private
regions changes dynamically. One of the critical aspects of the scheduling algorithm is to decide when to make
a node public, allowing other workers to share work at it. The current Aurora schedulers use a dispatching
on topmost strategy: a node is made public when all nodes above it are dead, i.e. have no more alternatives
to explore. This means that each worker tries to keep a single piece of work on its branch available to other
workers.

Three separate schedulers are being developed currently for Aurora. The Argonne scheduler [3] relies on
data stored in the tree itself to implement a local strategy according to which live nodes “attract” workers
without work. When several workers are idle they will compete to get to a given piece of work and the
fastest one will win. In contrast with this the Manchester scheduler [4] tries to select the nearest worker in
advance, without moving over the tree. It uses global data structures to store information on available work
and workers as well as data stored in the tree itself. The wavefront scheduler [2] tries to achieve the goal of
optimal matching between work and workers using a special distributed data structure, the wavefront, which
links all the live nodes and idle workers into a doubly linked list.

Our performance analysis work aims at understanding the factors influencing the behaviour of Aurora sched-
ulers. The measurements were performed on the Manchester scheduler. Considerable part of the analysis,
however, applies to design decisions that are common to all three schedulers. The major goals of our work
are the following:

e to measure the costs associated with the SRI binding scheme, both during Prolog execution in the
engine and within the scheduler activities,

e to evaluate the efficiency implications of some design issues in Aurora, such as the private-public
division of the search tree and the engine-scheduler interface,

e to identify the major algorithmic components of the Manchester scheduler and assess their effect on
the performance of the system,

e to analyse the locking overheads in the Manchester scheduler,

Section 3.2 outlines the structure of the Manchester scheduler and Section 3.3 briefly describes our instru-
mentation of the system. Section 3.4 introduces the benchmarks used in the analysis and presents some
basic timing data, while Section 3.5 contains detailed data and evaluation of the basic overhead activities.
Section 3.6 covers locking and migration overheads. In Section 3.7 some extensions to the basic scheduling
algorithm are briefly described and evaluated. Finally Section 3.8 summarises the conclusions of the paper.

Report [9] is an extended version of this paper, giving more detailed evaluation of performance issues and
data for individual benchmarks as well.
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3.2 The working cycle of Aurora

The basic working cycle of the Aurora system (with the Manchester scheduler) is presented in Fig. 3.1. Each
box 1n this figure represents a basic activity that has been measured in our profiling. Tasks concerned with
the execution of side effect predicates have not been shown on the figure in order to simplify the presentation.

The main data structures used by the Manchester scheduler are introduced briefly to make the discussion
self contained. Every node of the search tree has a number of scheduler specific fields of which the worker
bit-map 1s of major importance. Each bit in this field corresponds to a specific worker and indicates whether
the given worker is at or below the node. There are two global arrays both indexed on a unique worker
identifier. The worker array stores information on workers including an indication of the migration cost
(between the worker’s current node and the root) if the worker is idle and an interrupt message area which
allows one worker to notify another about a specific event. The other main global data structure is the array
of queues each of which stores a pointer to a single live node (if any) the given worker has to share on its
branch, together with the migration cost.

public CUT/COMMIT

WORK process INTERRUPTS
CHECK
il PARALLEIL
duties
MAKE a node PUBLIC
failed back
to a public node
public BACKTRACK
<—Ilive dead
node shared node
FIND WORK
work no work
found found
IDLE RELEASE WORK
grabbed handed
work work
GO TO WORK
| ——— 1

Figure 3.1: THE WORKING CYCLE OF AURORA (MANCHESTER SCHEDULER)

The basic activity of each worker is to do the “real” work, i.e. Prolog execution (resolution and backtracking).
Some of the built-in predicates to be executed need additional care due to the parallel environment, most
notably cut and commut to a public node. Another kind of overhead arises from the fact that the worker has
to check periodically if it has any duties concerning parallel execution (this is done at every nth Prolog call,
n = 5 by default®). The duties include checking if it has received any interrupts (e.g. about having been
cut), and also checking if it is feasible to make some of its newly created nodes public (i.e. available to other
workers). When a node is made public, an idle worker is interrupted to do the releasing of work (see below).
If there are no idle workers the address of the new public node is deposited in the worker’s queue.

A continuous piece of work executed by a worker is called a task. A worker normally finishes its task when
it fails back to a public node and then it does public backtracking. If the node in question 1s still live, the
worker can claim the next alternative and return to work. If the node is dead and not shared with others
any more, then the worker can recover the node and continue the public backtracking with the parent of
the node. If, however, the node in question is dead and shared, then the worker has to abandon its current
branch and try to find work in some other part of the search tree.

The worker uses the bit-map in its current node to determine which workers are below him and examines
the corresponding queues to locate the nearest piece of work. If no work is found in this subtree, it repeats
the same procedure for the parent of the current node. If work is found eventually, the worker grabs it (i.e.

3This frequency of checks has been found the most beneficial for the Manchester scheduler [8]
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claims it for itself) and goes to work. This involves modifying its binding array as well as updating scheduler
information in the affected nodes of the tree. When the worker is positioned at the appropriate node, it
enters 1ts main working mode again.

When no work is available some workers may become ¢dle. When, later on, a node is made public by an
active (working) worker, the idle worker who is nearest to this node needs to be selected and handed the
work. To let the active worker continue with its Prolog work as soon as possible, this selection process, called
releasing work, 1s actually done by one of the idle workers. The releasing worker will consider progressively
larger subtrees around the new public node in its search for the nearest idle worker (including itself). The
worker array and the bit-maps will be used during this search much in the same way as for finding work.
When the appropriate idle worker is selected, it 1s handed the given piece of work. This idle worker will then
leave its idle state, go to the appropriate node of the tree and start working. Occasionally an idle worker
may notice a piece of work appearing in a queue and grab it on its own initiative, leaving idle state and
going to work.

3.3 Instrumenting Aurora

The Aurora implementation has been instrumented to collect various performance data. The execution cycle
of the system has been divided to a number of disjoint activities as depicted in Fig. 3.1 (WORK, CUT/COMMIT,
CHECK PARALLEL, etc.). The number of times a given type of activity has been performed as well as the
total time spent in it have been collected. Furthermore two sub-categories have been distinguished: separate
time accumulators and event counters have been provided for locking and for moving (updating the binding
arrays) within each of the main categories.

Additional counters have been inserted for the basic Prolog events: calls (Prolog procedure calls —including
most of built-in predicates), backtracks, creation of nodes (choicepoints), conditional bindings (i.e.
bindings to potentially shared variables) and also for move bindings i.e. those installed by workers moving
around the tree.

The profiling experiments were run under the DYNIX”M operating system on a Sequent Symmetry”™ §27
multiprocessor equipped with twelve processors and 16 Mbytes of memory. Since we wanted each worker
to be assigned the full power of a CPU, we used at most 11 workers to leave one processor aside for the
computing requirements of the operating system.

Efforts have been made to account for the measurement overheads by excluding the time actually spent
in measurement from the times accumulated for specific activities. The net running times obtained by
subtracting the average overhead from the times measured are only a few percent higher than the times
obtained from an uninstrumented system. We believe that this distortion resulting from the instrumentation
is reasonably low and thus measurements do reflect what is happening in the original, uninstrumented system.

3.4 The benchmarks

We used the Chat-80 natural language query system as one of the main sources for the performance analysis
of Aurora. Benchmarks parsel — parseb run the parsing component of Chat-80 to find all possible parses
of various queries. The Prolog translations of two queries were taken as representatives of database search
type applications (db4 and db5). The translation used was that produced by Chat, but with the extra level
of query interpretation and all cuts removed.

Further benchmarks were adapted from those used by the PEPSys group at ECRC: farmer, a small program
for planning the farmer’s crossing a river with a wolf, a goat and a cabbage; house, the “who owns the zebra”
puzzle, using constraint directed search; 8-queens2, the naive (generate and test) version of 8 queens;
8-queens1, a more efficient algorithm for 8 queens, which checks the state of the chess-board in each step;
tina, a holiday planning program. Finally sm2, the salt-mustard puzzle originating from Argonne, has also
been included. It has been slightly modified to avoid the frequent meta-calls of the original version.

All the above benchmarks look for all solutions of the problem. Although there are cuts in some of the
programs, these have small scope and so the amount of additional (speculative) work done when running in
parallel is minimal (c¢f. Section 3.5, Table 3.3).

Table 3.1 shows the running times in seconds, with speed-ups (relative to the 1 worker case) given in

39



parentheses. The last column shows the running time on SICStus Prolog version 0.3, the Prolog system on
which the engine of Aurora is based. The “speed-up” figure in this column, (the ratio of the running time
on Aurora with 1 worker and the running time on SICStus) is actually indicating the overheads of extending

the Prolog system to allow or-parallel execution.

Aurora

Goals Workers
Group * repetitions 1 4 8 11 Sicstus 0.3
8-queens1 11.33]2.87(3.95) | 1.47(7.71) | 1.11(10.2) || 9.08(1.25)
S-queens? 33.60 | 8.39(4.00) | 1.27(7.87) | 3.19(10.5) || 26.04(1.29)
H | tina 23.73 | 6.16(3.85) | 3.29(7.21) | 2.53(9.38) || 18.89(1.26)
sm?2 *10 13.57 | 3.52(3.86) | 1.86(7.30) | 1.43(9.51) || 10.49(1.29)
AVERAGE (3.92) (7.52) (9.91) (1.27)
parse2 #20 10.14 [ 3.07(3.30) | 2.17(4.68) | 1.98(5.13) || 7.99(1.27)
parsed *5 9.38|2.64(3.55) | 1.66(5.65) | 1.44(6.51) || 7.38(1.27)
parses 6.63 | 1.81(3.66) | 1.13(5.87) | 0.95(6.99) || 5.25(1.26)
M| db4 *10 3.62|1.01(3.58) | 0.59(6.1/) | 0.47(7.70) || 3.04(1.19)
db5 *10 441 |1.23(3.59)[0.71(6.21) | 0.57(7.74) || 3.69(1.20)
house *20 9.22|2.61(3.53) | 1.58(5.84) | 1.31(7.06)|| 7.37(1.25)
AVERAGE (3.54) (5.73) (6.86) (1.24)
parsel #20 2.7210.98(2.78) | 0.86(5.17) | 0.87(3.14) || 2.13(1.27)
parse3 #20 2.330.92(2.59) [ 0.82(2.85) | 0.80(2.93) || 1.81(1.28)
Y| farmer *100 5.37|2.63(2.04) | 2.52(2.13) | 2.53(2.12) || 4.09(1.31)
AVERAGE (2.45) (2.72) (2.73) (1.29)

Table 3.1: RUN TIMES FOR BENCHMARKS

For simpler benchmarks the timings shown refer to repeated runs, the repetition factor being shown in the
first column. Additionally, each timing was carried out several times and the shortest of these i1s displayed
in the table.

The benchmarks in Table 3.1 are divided into three groups according to the speed-ups shown:

e 8-queensl, 8-queens2, tina and salt-mustard show very good speed-up (around 10 for 11 workers);
e parse2, parse4, parseb, db4, db5 and house show relatively good speed-ups (5-8 for 11 workers);

e parsel, parse3 and farmer show rather bad speed-ups (2-3 for 11 workers).

Because of space limitations the average data for these groups will be presented in the following sections,
rather then to show the benchmarks individually. The three groups will be referred to as Group H (high
speed-up), Group M (medium speed-up) and Group L (low speed-up).

Some of the benchmarks used in this analysis were evaluated by Kish Shen [7] using his simulator similar
to that described in [6]. Table 3.2 shows the results of simulation in two variants. The first part of the
table assumes no overheads associated with task switching, while the second part assumes an overhead of
8 resolution time units. The table shows simulation results for 4-11 workers and also gives the maximum
achievable speed-up with the actual number of workers needed to produce the speed-up shown in parentheses.

The simulation results confirm our grouping: the benchmark in Group H shows a very high level of parallelism
(over 500-fold under ideal conditions), the benchmarks in Group M have a medium amount of parallelism,
while the ones in Group L have a rather low level of parallelism (the ideal maximum speed-up being below
12). The discrepancy between the actual results and the figures predicted by the simulator for the 8 resolution
units overhead is the smallest for the 4 workers case: a few percent for Groups H and M and 10-26% for
Group L. This gap widens as more workers are considered, reaching 30% for Group M and 50% for Group
L. We will return to comment on this difference after we have presented the actual overheads.
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llo overheads Overhead = 8 resolutions / task
Workers Workers

Group | Goals 4 8 11 Max speed-up 4 8 11 Max speed-up
H |8queenst |4.00|7.98|10.96|>536 (w>800) (|3.99|7.95|10.90|>440 (w>800)

parse2 4.00|7.93|10.67|26.38 (w=66) ||3.45|5.97| 7.17|13.33 (w=126)
parsed 4.00(7.98|10.89(41.26 (w=216) ||3.84|6.63| 8.47|22.68 (w=285)
parse5 4.00(7.99|10.98|58.46 (w=256) ||3.85]|6.96| 8.98|32.40 (w>100)

M s 3.9917.94]10.88 |159.7 (w=800) || 3.84|7.43]10.13|78.15 (w=400)
house 3.96|7.76110.51 |53.72 (w=190) ||3.69|6.73| 8.71|30.54 (w=187)
AVERAGE | 3.99]7.9210.79 3.7316.74| 8.69

parsel 3.96|6.80| 8.37|11.46 (w=37)|3.05|4.30| 4.66| 549 (w=50)
parse3 3.9216.97| 8711146 (w=35)|2.86|4.07| 4.44| 534 (w=48)
L farmer 3.3414.31| 4.53| 453 (w=10) || 2.68|3.02| 3.15| 3.31 (w=16)
AVERAGE | 3.74|6.03 | 7.20 2.83|3.80| 4.08

Table 3.2: SPEED-UP OF OR-PARALLEL PROLOG EXECUTION - SIMULATION RESULTS

3.5 Basic overheads of or-parallel execution

COND.
Bench- BACK- % of | BINDs COND.
mark CALLS TRACKS NODES PUBLIC per CALLS BINDINGS
Groups per TASK per TASK per TASK NODES CALL | INCREASE INCREASE

w=1 |[30175.82|27867.74 | 23552.59 || 0.03% | 0.39
w=4 547.84 | 485.65| 407.68| 0.51%|0.39| 0.00%| 0.49%
w=38 202.11 163.20 149.67| 1.24% 0.39| 0.03% | 1.56%
w=11 100.82 75.10 70.61 || 2.01%|0.40| 0.07% | 2.98%

Group M
w=1 2429.24| 1293.92| 1017.37( 0.21%| 0.57
w=4 44.16 24.65 18.47| 3.85% | 0.60 6.01%
w=8 19.49 10.84 7.96 | 8.72% 0.65 14.18%
w=11 15.52 8.62 6.311(10.90% | 0.67 17.81%
Group L
w=1 227.83 142.42 135.42 || 0.36% | 0.73
w=4 9.62 5.69 5.11112.64% | 0.91] 0.45% | 29.36%
w=8 6.82 4.03 3.62|18.80% | 0.98 | 0.76% | 45.28%
w=11 6.49 3.85 3.48|(20.18% | 1.00| 0.98% | 47.59%

Table 3.3: BASIC STATISTICAL DATA

Table 3.3 presents a set of engine related frequency data to help in understanding the timing data in the
sequel. The first three columns of the table contain the average number of calls, nodes and backtracks per
task and so provide a good indication of average task size. The next column gives a related piece of data:
the percentage of public nodes among all nodes, i.e. the proportion of the public part within the search
tree. The figures in these columns indicate that there is a dramatic decrease in task size as the number of
workers increases and the three groups are visibly separated. It is worth noting, however, that the decrease
for Group L is much less sharp than for the other two groups. This is because the average task size in Group
L is not much more than 5 Prolog calls which is the default period between invocations of CHECK PARALLEL.
This means that there will be no parallel activity (and so no node will be made public) in the first 5 calls
within each task.
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The fifth column contains the number of conditional bindings per Prolog call. Although the group averages
do increase going from Group H to L, it is worth noting that while the “worst” benchmark, farmer, has
0.49 bindings per call, one of the “best”, tina, has 0.67 (for 11 workers). The figures for the individual
benchmarks vary from 0.18 (db4 and db5) to 1.25 (parse3). While there is a 7-fold difference in the number
of conditional bindings for these benchmarks, the variation in the actual overhead is much smaller: 19% to
28% (as shown in the last column of Table 3.1). This indicates that the significance of the actual binding
overhead is much smaller than that of the general overhead of handling the binding array references during
the unification process.

The CALLS INCREASE column shows the increase in the number of Prolog calls executed during the
benchmark. This is an indication of how much unnecessary speculative work is performed by the system.
Such work is undertaken when a worker choses a branch that later will be cut, thus causing code to be
executed that would not be run in the sequential case. The amount of unnecessary speculative work is
rather small for our examples, basically because they were chosen not to contain major cuts (e.g. there are
none in Group M, at all). Nevertheless it is important to know for the evaluation of timing results that there
is no significant increase in the actual Prolog work to be performed in our benchmarks when going from 1
to more workers.

The increase in the number of conditional bindings is due to the fact that when the last alternative is taken
from a shared choicepoint, the latter can not be discarded (as it would be in the sequential case). This causes
some additional bindings to become conditional. The original SRI-model envisaged that when all but one
worker backtracked to a choicepoint these bindings could be promoted to become unconditional, but this has
not yet been implemented in Aurora. The increase in the number of conditional bindings is naturally related
to the number of public nodes (column 4) and so it is much bigger for the low granularity benchmarks than
for the high granularity ones.

Bench- WORK | CHECK MAKE BACK- FIND ‘ RELEASE ‘ GO TO OTHER IDLE TOTAL
mark PAR. | PUBLIC TRACK WORK
Groups % of sequential running time (Sicstus 0.3)
Group H
w=1 |129.74]1.03| 0.02| 0.06 0.03 130.88

w=4 [129.05(1.06| 040 0.77| 0.26| 0.05| 0.20| 0.43 1.15 | 133.37
w=s [129.72|1.07| 097 1.61| 0.98| 0.20| 0.78| 0.96 3.82|140.11
w=11|130.59]1.10| 1.44| 2.33| 1.69| 0.32| 1.36| 1.44 6.18 | 146.45

w=1 |125.42]1.25| 0.12| 0.34 0.15 127.26
w=4 |126.67|1.28| 2.06| 4.18| 1.87| 0.51| 1.97| 2.12 3.48 [ 144.15
w=238 |128.09]|1.39| 4.78| 9.83| 6.92| 2.08|10.41| 4.86| 14.83|183.20
w=11|129.38| 146 | 6.08 |13.21| 9.85| 3.39|17.07| 6.15| 25.14 | 211.72

w=1 |130.32]1.06| 0.26 | 0.72 0.33 132.70
w=4 |[13836|142| 7.93(13.30| 7.93| 4.82|10.01|11.00| 33.10|227.86
w=23 |146.14| 1.82|12.59 |20.05 [ 15.28 | 17.94 | 28.71 | 20.45 | 162.76 | 425.74
w=11|146.81| 1.92|13.27 | 21.56 | 13.74 | 27.77|33.90 | 22.54 | 306.31 | 587.82

Table 3.4: BASIC PROFILE OF THE BENCHMARKS

Table 3.4 shows how the time spent in solving a particular benchmark is divided between various activities
of Fig.3.1. The time given for a specific activity is the total time for all workers including the time needed
for locking and moving over the tree. Since there are only a few cuts and commits to public nodes in
the benchmarks, figures for these and for processing interrupts have been included in the OTHER column
which also covers the cost of the actual tests and procedure calls needed to implement the basic loop of the
scheduler. To make the times for different benchmarks comparable they are expressed as a percentage of
sequential execution time (using SICStus Prolog 0.3), i.e. what could be considered “real” Prolog work.

A few notes on some columns of Table 3.4 follow.

WORK — The overhead (i.e the percentage over 100%) appearing in the 1 worker case is basically the cost
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of the SRI binding scheme. This is roughly proportional to the sequential execution time varying between
25% and 30% of the latter. The increase for the case of more workers is due to several factors: increase in
the number of conditional bindings, speculative work, and decrease in granularity (causing some hardware
related execution overheads, e.g. paging or the number of cache misses, to increase).

CHECK PARALLEL — The time spent in checking if any parallel activities need to be done during work is
acceptably small, around 1-2%. The actual time of a single CHECK PARALLEL event is fairly constant for the
case of 1 worker (5-6 psec), the marked difference between Group M and the other two groups is caused by
differences in average Prolog call times (since this activity is performed periodically, every nth procedure
call). As the number of workers increases the tests involved in checking parallel duties become more complex
and the average event time increases up to 10 psec. This explains why Group M, having the highest cost for
the 1 worker case, 1s “overtaken” by Group H.

MAKE PUBLIC ... IDLE — These columns of the table refer to activities related to task switching, i.e. to those
along the main loop of Fig. 3.1: backtracking, looking for work, returning to work. (Although making a
node public is not itself part of the main loop, it is a prerequisite for any tasks to be created at the given
node.) The table shows these overheads to increase considerably when the granularity decreases, which is
quite natural considering that lower granularity means more frequent execution of the main loop. The rise
is most sharp for the IDLE column. This column, in fact, differs from the previous ones in that the time
spent being idle depends on the amount of parallelism available in the program. Benchmarks in Group L
are characterised by a rather low level of parallelism (cf. Table 3.2) which causes the sharp increase in the
IDLE column.

AVERAGE TIME per TASK (msec)

Bench- TASK SWITCHING OVERHEADS IDLE || PROLOG
mark EXEC- MAKE | BACK- FIND ‘ REL. ‘ GO TO | OTHER | TOTAL || OVER- CALL
Groups UTION || PUBLIC | TRACK WORK HEAD || (msec)
Group H

w=1 |5863.03| 0.12]0.22 0.10| 0.44 0.16

w =4 112.92]| 0.12]0.18]0.1010.03 ] 0.07| 0.11| 0.61 | 0.31 || 0.16
w=3 36.26 || 0.14]0.2010.15(0.03]0.13] 0.13|0.77 0.46 || 0.16
w=11 1773 0.1510.20]0.18{0.03|0.15] 0.13| 0.84 || 0.52| 0.16

Group M

w=1 418.04 || 0.071 0.20 0.091] 0.37 0.14
w=4 6.70{| 0.10(0.18]0.09]0.03|0.10] 0.09]| 0.59 || 0.17| 0.15
w=8 2.77( 0.10]0.20]0.15{0.04|0.22|0.10| 0.80 || 0.31 || 0.15
w=11 2.26 | 0.10]0.22]0.17[0.05(0.29|0.10]0.93 ] 0.41 || 0.15
Group L

w=1 39.57 || 0.09]0.21 0.091] 0.39 0.17
w=4 1.86{ 0.10]|0.18|0.10{0.06| 0.13| 0.14| 0.71] 0.42| 0.18
w=8 1.35( 0.11|0.19|0.14{0.16 | 0.26 | 0.18 | 1.04 || 1.45|| 0.19

w =11 1.291 0.11]0.19]0.12]0.24| 0.29| 0.19| 1.15| 2.64 || 0.19

Table 3.5: PARALLEL OVERHEADS PER TASK

To get a clearer picture of the cost of various activities, average overheads per task have been calculated and
shown in Table 3.5. Each column, except the last, shows how much time is spent in a specific activity during
an average task (more exactly during one execution of the main loop of Fig. 3.1). The EXECUTION column
shows the sum of the WORK and CHECK PARALLEL times. By comparing figures for various overheads to the
ones in this column one can judge the impact of the given overhead on the total run time. The following
columns show specific overheads — first the group of task switching overheads, and then the IDLE time. The
last column gives the execution time of a Prolog procedure call to help interpret all the other times in the
table.

The task switching overheads increase in various degree when the number of workers goes up. The cost of
backtracking is quite stable, around 0.2 msec, and there is only a small increase in the cost of making nodes
public. Finding work takes about 80% more time for 11 workers than for four in Groups H and M, but in
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Group L this overhead shows a decrease for 11 workers. This effect is due to the fact that as the amount
of parallelism runs out, finding work succeeds much less often - and an unsuccessful attempt to find work
is much cheaper than a successful one. This also explains why the cost of releasing work is much higher for
Group L than for the other two groups: as there is an abundance of idle workers for benchmarks in Group
L, much larger proportion of tasks is created by releasing work rather than by finding work. The cost of
going to work increases sharply for 4-11 workers, especially for Group M where it almost trebles. The total
of task switching overheads increases by 30-60% between 4 and 11 workers — the major contributors to the
increase being: GO TO WORK, FIND WORK (Group H and L) and RELEASE WORK (Group L).

Looking at the IDLE column in Table 3.5 it is quite interesting to note that all figures except the last two
show the average idle time being between % and % of total task switching overheads. Let us examine to
what extent this idle time is justified by the lack of parallelism in our benchmarks. The simulation results
(Table 3.2) provide us with data on how much time would be spent idle under ideal conditions (no task
switching overheads) — let us call this primary idle time. Denoting the full (ideal) run time for N workers

by T, the primary idle time by Py and the Prolog execution time by FE, the following equations hold:

E+ P
Ty = v N
Ty N« E
d = — = —
Speedupn Ty — Bt Pu
since P; = 0, and thus
Py N

E - Speedupy -1 (3.1)

TOTAL NON PRIMARY

EXECUTION Nouw TASK IDLE TIME

TIME PRIMARY | TOTAL PRIMARY PRIMARY | SWITCHING | as % of TASK

per TASK IDLE IDLE | IDLE TIME IDLE TIME OVERHEAD SWITCHING

Group | Goals (msec) TIME % AVERAGE TIME per TASK (msec) OVERHEAD
H | squeenst 1971 0.36%]038]  0.07] 030 1.03]  29.55%
parse2 #20 1.66| 3.09%]0.61 0.05 0.55 L18]  46.94%
parsed *5 252 1.01% | 0.32 0.03 0.29 L1 26.15%

M| parses 2.98| 0.18% | 0.20 0.01 0.20 129  15.08%
db4 *10 1.64| 1.10%] 0.25 0.02 0.23 0.48|  47.76%
house *20 2.96| 4.66%|0.74| 0.14 0.60 0.99|  60.91%
parsel #20 1.28] 31.42%] 1.86 0.40 1.45 1.03] 141.00%

I | parses *20 1.33| 26.29% | 2.35 0.35 2.00 1.07| 186.30%
farmer *100 1.28 | 142.83% | 3.71 1.83 1.87 1.34| 139.52%

Table 3.6: PRIMARY IDLE TIME

This means one can calculate the amount of primary idle time with respect to the execution time if the
ideal speed-up is given. When the above formula (3.1) is applied to the benchmarks in Table 3.2, it turns
out that the calculated primary idle time accounts for only 5-20% of measured idle time (except for farmer
where it is about 50%). The unaccounted part varies from 0.2 msec to 0.6 msec per task within Groups
H and M, but is 1.5-2 msec per task in Group L (for 11 workers). One could distinguish between several
reasons for this additional amount of idle time:

a. task switching overheads — because there is a delay in starting a task due to task switching overheads,
there will be a delay in creating new pieces of work within that task, which may cause other workers
to become idle. One would expect this kind of idle overhead to be proportional to the task switching
overheads.

b. too fine grained parallelism — the scheduler will not exploit any parallelism during the first few (in our
case b) calls of a task. In fact this is a desired feature as long as task switching overheads take the
equivalent of 5-10 procedure calls.
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c. administration costs — time needed for entering and exiting the idle state may prolong the time spent
idle, if that would otherwise be shorter than the time needed for administration.

In Groups H and M the non-primary idle time per task lies between 15% and 60% of task switching overheads.
We believe that this amount of idle time could be justified by delays in task switching overheads (point a.).
On the other hand, for the benchmarks in Group L run with more than four workers a considerable part
of non-primary idle time is caused by the inability of the scheduler to explore very fine grained parallelism
(point b. above), as indicated by significant decrease in idle time for these benchmarks when the frequency
of CHECK PARALLEL is set to 1.

Let us examine some differences in the overheads within the groups. The averages for the total of task
switching overheads in Table 3.5 do not show a significant variation between the groups. The totals for
individual benchmarks, however, vary considerably, ranging from 0.48 msec (db4) to 1.34 msec (farmer)
for 11 workers. Detailed analysis of our performance data [9] shows that the time needed for major scheduling
events (such as MAKE PUBLIC, FIND WORK) is fairly constant®. The frequency of these events (i.e. how often
does a specific event occur during a task) varies considerably, and so this is the main cause of the differences
in total task switching costs.

The frequency of scheduling events (other than backtracking) is strongly related to the branching factor of
the public tree, i.e. the average number of branches below public nodes. As confirmed by the measurements,
the bigger the number of branches, the greater is the chance that public backtracking leads to a live node,
thus reducing the need for going through the FIND - RELEASE - GO TO WORK loop.

Let us summarise the results of the this section. The total run time of a program in Aurora can be split up
into the following components:

run_time = execution_time + task_switching_overheads + idle_time

where
erecution_time = sequential _execution_time + execution_overheads

The execution_overheads are proportional to the sequential execution time (roughly 25-30%, except for
the very fine granularity benchmarks). The task switching overheads are proportional to the number of
tasks: 0.5-1.5 msec per task (for 11 workers), depending upon the branching factor of the search tree. Finally
idle time is influenced by several factors: the theoretical amount of parallelism available in the program (cf.
primary idle time), delays in creation of work due to the task switching overheads and the granularity of
available parallelism (too fine grained parallelism is too expensive to be exploited with the current scheduler).
The first two factors seem to be relevant to the medium-coarse granularity programs (the non-primary part
of the idle time being about 15-60% of task switching overheads), while for the fine granularity examples the
third factor gains crucial importance.

Let us now turn to the question of discrepancies between simulator predictions and actual measurements.
As shown in Table 3.5 the group average of total task switching overheads goes up to the equivalent of about
6 Prolog calls (reaching 7 calls for some of the individual benchmarks). At the same time the speed-ups
are significantly worse than the ones predicted by the simulator for the overhead of 8 resolution time units
(Table 3.2). One of the main reasons for this difference in speed-ups is the fact that the simulator has a
different notion of a task: when a worker backtracks to a live shared node and is able to pick up a new branch
at that node, then the work done on the new branch will not be treated as a new task by the simulator.
More importantly the basic scheduling algorithm causes some subtrees that are never shared to be split into
several tasks. This is because each worker tries to keep a live node public on its branch and so may make
nodes public unnecessarily. A refinement of the scheduling algorithm, lazy release of work, which aims at
avoiding this behaviour, is outlined in Section 3.7.

3.6 Locking and moving overheads

Locks are used within the Aurora implementation to synchronise various activities of workers exploring the
Prolog search tree in parallel. Locking is needed when extending or shrinking the public part of the tree and
also when updating various subfields of the scheduler data structures, e.g. bit-maps in the nodes, interrupt
message areas in the worker data structures etc. The standard locking macros are used as provided by the
DYNIX operating system. These macros involve a busy waiting loop if the lock is held by another worker.

4with the exception of GO TO WORK for parseb5, see Section 3.6 for details.
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TOTAL LOCKING TIME
Bench- MAKE | BACK- | FIND | REL. | GO TO | OTHER | IDLE || TOTAL as % of
mark PUBL. | TRACK WORK OVERHEAD | FULL RUN
Groups Average locking time (usec) TIME TIME
Group H
w=1 4 4| 4.95%| 0.02%
w =4 4 7 6| 6.00%| 0.19%
w =38 4 16 7| 6.51%| 0.51%
w=11 4 11 16 8| 6.94% | 0.82%
Group M
w=1 5 4 50 4.29% | 0.02%
w =4 4 5 6 7 51 6.07% | 0.68%
w=38 4 8 6 7 6 15 T 6.86%| 1.94%
w =11 4 8 7 8 7 18 8| 7.02% | 2.59%
Group L
w=1 4 4 4| 4.11%| 0.04%
w=4 4 8 6 6 7 10 7 T 7.10% | 2.68%
w=38 4 12 8 7 9 14| 14 10 7.31% | 4.66%
w=11 4 141 10 7 9 21| 21 12| 6.96% | 5.13%

Table 3.7: LOCKING STATISTICS

In the instrumented version of Aurora the time needed for acquiring locks has been accumulated separately
within each of the activities of Fig. 3.1. This proved to be extremely useful in identifying those activities
where the congestion of workers competing for locks was the biggest. Some algorithms within the Manchester
scheduler have been rewritten to avoid holding locks for unnecessarily long time and a restricted use has
been made of the specific atomic operations provided by the 80386 processor to avoid locking. This helped
to reduce the average locking time to below 10 psec for most of examples as shown in Table 3.7.

The first part of Table 3.7 gives the average locking time within each of the main activities of Fig. 3.1 and
the average of all locking times (the TOTAL column). Some fields are left empty — this means there are no
locking operations within the given activity for the given number of workers. The minimal time required to
grab a lock is about 4 usec, the difference between that and the figures shown is the time spent in the busy
waiting loop. The figures in the table indicate that there is still some congestion in backtracking and in the
idle activities.

In the second part of Table 3.7 the percentage of total locking time is shown both within the total (task
switching and idle) overhead time and within the full run time. Tt is quite reassuring to note that even in
the worst, case of Group L, w=11, just 5% of total run time is spent in locking, and only % of that is spent
in the busy waiting loop (8 psec out of the average 12 usec locking time).

Table 3.8 shows various data on migration (binding array update) costs. For the purpose of this table
parse5 has been excluded from Group M and has been shown separately, as it exposes one of the weak
points of the Manchester scheduler.

The first part of the table shows the percentage of time spent updating binding arrays within various
overhead categories, of which, naturally, GO TO WORK is the most significant. The next two columns refer to
this specific category: the number of moves (number of nodes stepped through) and the migration time for
an average GO TO WORK event. This is followed by the number of bindings that have to be handled during
one average move, while the last two columns give the percentage of migration time within total overhead
time and within the full run time.

The group averages in Table 3.8 show that the overall effect of migration costs is not very significant: it
accounts for at most 10% of total overheads and at most 5% of full run time. The data for parseb is more
alarming: almost 30% of overhead time is due to migration costs. The cause of this lies in a rather special
shape of the search tree of parse5: it has two long branches with rather small amounts of work appearing
on both of these from time to time. A worker looking for work may find that the only piece of work available
at that very moment is on the other branch, in which case it will pick up that piece of work, irrespective of
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MIGRATION TIME within GO TO WORK MIGR. TOTAL MIGR. TIME

Bench- BACK- GO TO OTHER IDLE || number MIGR. | BINDs as % of
mark TRACK WORK of TIME per OVERHEAD | FULL RUN
Groups % of full time of the overhead MOVES | (msec) MOVE TIME TIME
Group H

w=1 5.12% 2.62% | 0.00%

w =4 7.50% | 30.58% | 0.50% | 1.99% | 4.40| 0.06|0.46 || 4.49% | 0.10%
w=8 7.81%(31.22% | 0.42% | 1.42% || 6.41| 0.07|0.49| 4.94% | 0.28%
w=11 | 7.77%|31.04% [ 0.62% | 1.15% || 6.77| 0.08]0.49|| 5.14% | 0.43%

Group M’
w=1 3.17% 1.75% | 0.01%
w=4 8.74% | 41.48% 5.63% | 3.94| 0.10]1.34]|| 8.03% | 0.98%
w=38 8.57% | 42.65% 4.71% || 6.47| 0.17|1.57(10.41% | 3.29%
w=11 | 8.14% |41.99% 4.32% || 7.60| 0.20| 1.56 || 10.37% | 4.18%

parseb
w=1 2.79% 1.56% | 0.00%
w=4 |13.50%|61.21% 13.63% || 8.54| 0.29|3.66 || 19.00% | 1.48%
w=s8 |12.41% |60.76% 10.91% || 12.53 | 0.44 | 3.66 || 22.63% | 5.94%
w=11 | 9.59% |62.35% 15.99% || 14.20 | 0.68 | 3.55 || 28.01% | 9.36%

Group L
w=1 2.60% 1.42% | 0.01%

w =4 9.05% | 43.21% | 0.97% | 5.79% | 4.00| 0.10| 1.71 | 8.78% | 3.08%
w=8 8.81%(42.28% | 1.19% | 3.08% | 5.28 | 0.14| 1.73 || 7.30% | 4.50%
w=11 | 8.28% |42.67% |1.17% | 2.17% | 5.22| 0.15| 1.78 || 5.67% | 4.09%

Table 3.8: MIGRATION COSTS

the distance. A more refined scheduling algorithm could start moving towards a very distant piece of work
without actually reserving it and could reverse its decision if a new piece of work appears nearby.

3.7 Tuning the Manchester scheduler

Three refinements of the Manchester scheduling algorithm, aimed at increasing task size and reducing task
switching costs, have been evaluated in the expanded version [9] of the present paper. Two of these have
been found beneficial: lazy release of work (nodes not being made public if there are no idle workers)
and straightening (the tree structure being simplified by removing dead non-fork nodes as described in [11]).
There is up to 10% improvement in speed after these two refinements have been applied as shown in Table 3.9,
in spite of some shortcomings of their present implementation.

3.8 Conclusions

The Manchester version of the Aurora or-parallel Prolog system has been evaluated on a diverse set of
benchmarks for up to eleven processors. The main components of the implementation have been identified
and the system has been instrumented to collect both time and frequency data for these components.

The analysis of the performance data confirms the correctness of main design decisions of Aurora. The SRI
binding scheme is shown to impose a constant overhead of about 30% on the sequential execution time. The
migration costs of updating binding arrays, which were feared to be a major source of overhead, proved to
constitute a rather small proportion of total overheads for most of the benchmarks.

The costs associated with synchronisation using locks have also been examined. The profiling data has
been used to locate and eliminate those parts of the scheduling algorithm where the congestion of workers
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Workers
Goals * repetitions 1 4 8 11
& queensl 11.47 | 2.87(4.00) | 1.45(7.91) | 1.07(10.7)
S-queens? 32.72|8.30(3.94) | 4.17(7.85) | 3.06(10.7)
fina 23.74 | 6.22(3.82) | 3.26(7.28) | 2.49(9.5/)
sm2 *10 13.56 | 3.45(3.93) | 1.80(7.53) | 1.35(10.0)
AVERAGE (3.92) (7.64) (10.2)
parse2 *20 10.18 | 3.21(3.17) | 2.18(4.68) | 1.97(5.17)
parsed *5 0.47 | 2.58(3.67) | 1.83(5.18) | 1.49(6.36)
parses 6.72 | 1.90(3.54) | 1.28(5.26) | 1.08(6.22)
dbd *10 3.62 0.98(3.70) | 0.55(6.60) | 0.44(8.25)
db5 *10 442 [ 1.18(3.75) | 0.68(6.50) | 0.54(8.17)
house *20 9.13 | 2.54(3.60) | 1.46(6.26) | 1.18(7.76)
AVERAGE (3.57) (5.74) (6.99)
parsel *20 2.720.99(2.75) | 0.83(3.28) [ 0.87(3.13)
parse3 *20 2.320.93(2.50) | 0.80(2.91) | 0.80(2.91)
farmer *100 5.33 | 2.58(2.07) | 2.49(2.14) | 2.47(2.16)
AVERAGE (2.44) (2.78) (2.73)

Table 3.9: TIMING RESULTS WITH STRAIGHTENING AND LAZY RELEASE

competing for locks was highest. In the new system, locking accounts for only about 6-7% of total overhead
time, increasing only slightly for more workers.

There 1s a significant administrative overhead associated with task switching, which is equivalent to 4-7
Prolog calls per task. This puts a relatively high burden on programs with small task size. Furthermore
there 1s a significant amount of idle time which cannot be explained by lack of parallelism. We believe that
this part of the idle time is caused by delays in creation of work due to earlier task switching overheads.
Consequently task switching, and especially public backtracking, seems to be the major source of overhead
in the or-parallel execution.

Several ways of reducing the task switching costs can be envisaged, in addition to the refinements outlined
in Section 3.7. The unit cost of task switching could be reduced by simplifying and tuning the scheduling
algorithm. The engine-scheduler interface could be modified to allow the engine to explore several branches
of a public node within a single task, avoiding some administrative costs of exiting and reentering the
engine. Finally, the recent results of the BC-machine project [1] indicate that dispatching on bottommost
(i.e. releasing work at the youngest node on a worker’s stack) may result in significant reduction in task
switching costs.
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Chapter 4

Flexible Scheduling of Or-parallelism in
Aurora: The Bristol Scheduler’
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Abstract

Aurora is a prototype or-parallel implementation of the full Prolog language for shared memory
multiprocessors, based on the SRI model of execution. It consists of a Prolog engine based on
SICStus Prolog and several alternative schedulers. The task of the schedulers is to share the work
available in the Prolog search tree

This paper describes the Bristol scheduler. Its distinguishing feature is that work is shared at the
bottom of partially explored branches (“dispatching on bottom-most”). This can be contrasted with
the earlier schedulers, which use a “dispatching on topmost” strategy. We argue that dispatching
on bottom-most can lead to good performance, by reducing the overheads of scheduling.

Our approach has been to find the simplest scheduler design which could achieve performance
competitive with earlier more complex schedulers. This design gives us a flexibility in deciding
strategies for sharing work and allows us to examine ways of improving the performance on both
non-speculative and speculative work. We note that in speculative regions the priority of some work
is higher than others. We have investigated strategies which help workers to avoid low priority work.

We present the basic design of the Bristol scheduler, discussing the data structures and the main
algorithms. We also present performance results for the new scheduler using a number of benchmark
programs and large applications. We show that the performance of the Bristol scheduler compares
favourably with other schedulers. Our work also shows that special treatment of speculative work
leads to improved performance.

Keywords: Implementation, Or-parallelism, Multiprocessors, Scheduling.

4.1 Introduction

Aurora is a prototype or-parallel implementation of the full Prolog language for shared-memory multipro-
cessors, currently running on Sequent and Encore machines. It has been developed in the framework of

! This paper has appeared in the proceedings of PARLE'91 [3]
2 Visiting from National Centre for Software Technology, Gulmohar Cross Road 9, Juhu, Bombay 400 049, India
30n leave from SZKI, IQSOFT, Donéti u. 35-45, Budapest, Hungary
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the Gigalips project, a collaborative effort between groups at Argonne National Laboratory, University of
Bristol, and the Swedish Institute of Computer Science (SICS). A full description of Aurora can be found
elsewhere [9].

Aurora is based on the SRI model [14] in which or-parallel execution of Prolog programs consists of the
exploration of a search tree in parallel by a number of workers. A worker i1s defined as an abstract processing
agent. During execution, a tree of nodes is created, where each node represents a Prolog choicepoint. A
worker will begin working on a task by taking an alternative from a node, creating a new arc of the tree.
The task will be explored in the normal sequential Prolog manner, and will end when the worker runs out
of work. The way workers move around the tree and communicate with each other in order to find tasks is
determined by some scheduling strategy.

Branches of the tree are extended during resolution and destroyed on backtracking. A major problem
introduced by or-parallelism is that some variables may be simultaneously bound by workers exploring
different branches of the tree. The SRI model dictates that each worker will maintain a binding array to
hold the bindings associated with its current branch. We can say that a worker is positioned at a node, when
its binding array holds the bindings associated with the path between the root and the given node. Moving
up a branch involves removing bindings, while moving down involves adding bindings to the binding array.

In Aurora the search tree is divided into public and private regions, the boundary between the two being
marked by a sentry node. Private regions contain nodes which are explored by a single worker, and for
workers to be able to share work at a node, that node has to be made public. Another distinction is that
nodes can be either parallel or sequential through user declarations. Alternatives from sequential nodes can
only be executed one at a time. We can also think of each node as being either live (i.e. having unexplored
alternatives) or dead (no alternatives to explore). A node is called a fork node if it has more than one child.

An Aurora worker consists of two components: the engine, which is responsible for executing the Prolog code
and the scheduler, responsible for finding work in the tree and for synchronising with other workers. There is a
strict interface between these components [13] which enables independent development of different schedulers.
Aurora execution is governed by the engine: whenever the engine runs out of work in its private region it
will ask the scheduler to find more; a process called task switching. The Aurora engine is based on SICStus
Prolog version 0.6 which has been extended to comply with both the SRI model and the engine/scheduler
interface.

4.2 Scheduling Strategies

We now discuss the problem of finding a new task for a worker which has run out of work. We have already
stated that work can only be taken from public nodes, therefore idle workers must find a live, parallel, public
node. If we assume that initially all work is public then we could allow idle workers to search the tree to
find work. This will allow work to be found from any branch but not without some cost. An idle worker
may have to search a large number of nodes before work is found, and also the search will require some
synchronisation to avoid searching branches as they are being reclaimed by backtracking workers.

To focus the search into areas of the tree where work may be more likely to be found we could search only
those branches which are currently being extended by busy workers. Selected workers could be scanned to
assess whether the branch they are working on contains work or not.

We should note however that a branch can be explored quicker by a single worker if that worker keeps the
task private, rather than making some or all of it public. This indicates that if all workers are busy then
there is no reason to make work public and therefore it would be better to assume that initially all work is
private and that workers make work public on demand only.

Following this approach, an idle worker searching for a new task might select a worker which has private work
and ask it to share some or all of it. We must remember however that searching for work only on branches
which are currently being explored assumes that all live nodes have at least one busy worker positioned
below them, if this assumption is not true, some nodes will become inaccessable.

Another consideration is which of the available tasks an idle worker should prefer. When earlier schedulers
were designed it was thought that a worker should keep most of its work private to make its task as large as
possible. Only the topmost task was made available to other workers. If the busy worker kept the topmost
task public and that task was not quickly exhausted then the worker would not be interfered with as it
explored the rest of the branch. This is known as topmost dispatching.
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An alternative strategy investigated in this paper is bottom-most dispatching when work is shared at the
bottom of partially explored branches and we will discuss this later.

4.2.1 Topmost dispatching schedulers for Aurora

There were three earlier schedulers for Aurora, all using topmost dispatching.

The Argonne scheduler [5] uses local information that is maintained in each node to indicate whether there
is work available below the node. Workers search the tree, using this local information to migrate towards
regions of the tree where work is available. The workers always take the topmost task from a branch since
this is always the first task found as they move down. A bitmap in each node indicates which workers are
positioned at or below the node and workers are required to update these bitmaps as they move around the
tree. Information in the bitmaps can be used to locate other workers, for example in the case of pruning
a subtree it is necessary to inform the workers which are positioned in that subtree that they have been
pruned.

The Manchester scheduler [6] tries to match idle workers with the nearest available outstanding task, where
“nearness” is measured by the number of bindings to be updated between the worker’s current position
and the available work. Minimising the distance between worker and task means that the worker will not
consider any task below the topmost one on each branch. Again bitmaps are employed to mark the presence
of workers on a branch. The Manchester scheduler uses them both for matching idle workers to available
work and for locating workers during pruning.

The Wavefront scheduler [4] employs a data structure known as the wavefront which links all the topmost
live nodes together. Workers find work by traversing the wavefront. As nodes are exhausted the wavefront
is extended to allow access to the next live parallel node.

Topmost dispatching, used by all of these schedulers, has the disadvantage that unless the topmost task
is large it will be quickly exhausted and the worker will have to repeat its search for work. This leads to
relatively high task switching costs for fine granularity programs and also slows down the busy workers since
they have to spend more time maintaining a live public node at the top of their branch.

4.2.2 The Muse Scheduler

Another approach to the or-parallel implementation of Prolog is the Muse system [1][2] which is based
on having several sequential Prolog engines, each with local address space and some shared memory space.
Workers in Muse copy each other’s state rather than sharing it as is the case in Aurora. Potentially increasing
the overheads involved in task switching. Therefore Muse requires a way of reducing the frequency of task
switches involving copying.

The Muse scheduler uses bottom-most dispatching, so that a busy worker, when interrupted for work, will
share all nodes on its branch. This allows an idle worker to begin work at the bottom-most of these nodes.
The advantage of this strategy is that once the work at the bottom-most node is exhausted, more work
can be found by simply backtracking to the next live parallel node, further up the branch. Backtracking
to a public node is more expensive than backtracking to a private one, however these minor task switches
are much less expensive than the major task switches which require a wider search for work. It has been
found that bottom-most dispatching can reduce scheduling overheads by increasing the number of minor
task switches and reducing the number of major task switches.

To help an idle worker decide which busy worker to interrupt for work, Muse introduces the concept of
richness. FEach branch of the tree has an associated richness, which is an estimate of the amount of work on
that branch. In the muse system, richness is based on the number of unexplored alternatives on the branch.
An idle worker will choose a busy worker from the subtree below the idle worker’s current node, the choice
of worker depends on the richness of each busy worker’s branch. The idle worker will interrupt the worker
which is working on the richest branch, ie. has the most work to share, which will further help in increasing
the ratio of minor to major task switches.
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4.3 Principles of the Bristol scheduler

In designing the Bristol scheduler we took into consideration the results from performance analyses of earlier
schedulers and used this information to try and incorporate the best features of other schedulers into our
design.

A performance analysis of the Manchester scheduler [12] indicated that the migration of workers to new tasks
was not a significant overhead and that much more important was the administrative overhead associated
with task switching, estimated to be equivalent to 4-7 Prolog calls per task. The conclusions of this analysis
are that simplifying the scheduling algorithm and tuning the scheduler could reduce the costs of task switching
and, more importantly, minimise the number of major task switches. Keeping this in mind we have tried to
keep the design of the Bristol scheduler as simple as possible.

One of the requirements of the Bristol scheduler is that it should be flexible enough for us to try different
scheduling strategies and this will allow us to compare bottom-most and topmost dispatching using the
same scheduler. However, based on the good results of the Muse scheduler, we decided to use bottom-most
dispatching as the default strategy. The key overhead in earlier Aurora schedulers is the major task switch.
If bottom-most dispatching reduces the number of major task switches, and if minor task switches are not
very expensive then the total scheduling overheads will be reduced.

A second reason for using the bottom-most dispatching strategy is its suitability for scheduling speculative
work. This is illustrated by the following program:

p:- condition, !, predi.
p:- pred2.

All work in the second clause is said to be speculative because if condition succeeds then the second branch
will be pruned away. Intuitively, it would seem better to direct workers to help in evaluating condition,
rather than pred2. Similarly, one would want to give higher priority to work which is further to the left
within condition [7]. Therefore, in a speculative subtree the deepest work on the left-hand branch is the
least speculative and should have the highest priority.

Earlier schedulers could not handle speculative work at all effectively. Our aim is to implement an effective
speculative scheduling technique within the Bristol scheduler. The bottom-most dispatching strategy helps
in directing workers to deeper regions of the search tree but this is not sufficient on its own as a scheduling
strategy since the deeper branches may not be the least speculative. What we require is some way of
concentrating workers in the leftmost region of a speculative subtree.

This suggests that rather than rely on taking work from busy workers, idle workers would need to scan a
speculative subtree to find the least speculative available work. Our design allows us to experiment with
such a strategy.

A problem with bottom-most dispatching is that it increases the size of the public region of the tree and
backtracking through this region (public backtracking) is more expensive than private backtracking. We will
try to analyse the effect of this problem by comparing bottom-most and topmost dispatching strategies using
the Bristol scheduler.

4.4 Implementation of the Bristol scheduler

During this section we will discuss some of the issues involved in the implementation of the Bristol scheduler.

4.4.1 Data structures

We include the notion of richness introduced by the Muse scheduler and use an estimate of the number of
live nodes on a branch as the richness of each branch. Actually, each node is given a richness which is an
estimate of how many live nodes there are above it.

Primarily a worker wants to know if another worker has work available and must be able to send a message
to 1it, for example, to ask for work. In our implementation, each worker has a message area, enabling other
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workers to send messages to it, and a record of the richness of its current branch which can be read by other
workers.

To give some indication of a worker’s position in the tree, each worker has an associated root node, which is
defined to be the root of the subtree in which that worker is leftmost. Initially, this is equal to the workers’
sentry node when it first starts work. The identifier of the worker is stored in its root node, and that worker
will be known as the owner of the node. All nodes subsequently created will contain a pointer (so called root
pointer) to that workers’ root node.

A worker’s root may change due to the actions of other workers in backtracking. When a worker backtracks
to a fork node from the first child, leaving another worker below, then the backtracking worker must move
the root of the remaining worker up the tree to reflect the change. This is illustrated in Figure 4.1 where
worker A backtracks out of the left subtree, leaving worker B as the new leftmost worker (the letters in the
root nodes show the identity of the worker they belong to). In this case, worker A will put B’s identity into
its old root and make that node the new root of worker B. B’s old root has its root pointer set to point to
the new root.

Live parallel node

Root node with
workerid | Worker A

Parent Pointer

© O
&

......... Root pointer

Worker A

Worker B Worker B

Figure 4.1: WORKER A BACKTRACKING TO A FORK NODE

In a speculative region we will want to find the leftmost (least speculative) task, and therefore will need
some way of searching a subtree from left to right. By following the root pointers to a root node and finding
its owner, we have a way of finding the leftmost worker in any subtree, and we can also tell if that worker
has work available. To continue searching for work, a worker requires some way of finding the bottom of the
leftmost branch and moving right. Each worker maintains a pointer to its sentry node which marks the leaf
of the public branch. After identifying the owner of a root node and if that worker has no private work then
the worker’s sentry node pointer 1s used as a way of gaining access to the bottom of that worker’s branch.
The owners identity in a root node acts as a leaf pointer.

In order to simplify the further search for work the notion of right pointer is introduced. This is illustrated
in Figure 4.2 where we can see how the tree is organised. The right pointer points to the next sibling, if there
is one. For the rightmost child of a live node the right pointer will point to itself, indicating the potential
work present there. For the rightmost child of a dead node the right pointer will point upwards to the first
ancestor which has either a right sibling or a live parent.

We use a flag to indicate that the right pointer of a node points to a right sibling and not to some other
node. Using the root, leaf and right pointers a worker can search around the tree from left to right. This
method of linking the nodes of a tree to allow left to right traversal was taken from the data structure used
in Andorra-1 for maintaining the goal list [10].

4.4.2 Looking for work

The engine will hand over control to the scheduler when the worker backtracks to its sentry node and the
scheduler will be responsible for finding work in the public region of the tree. We are exploring two different
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Figure 4.2: ORGANISATION OF THE TREE

strategies which the scheduler will use to find work, the richest worker strategy and the left-to-right search
strategy.

4.4.2.1 The richest worker strategy

Following the richest worker strategy, the scheduler will attempt to find work in two ways; Firstly it will
backtrack through the nodes above the worker’s current position to see if any work can be found nearby. If
a live parallel node can be found then the scheduler takes an alternative from it and returns control back to
the engine to restart work. If no work can be found then the other workers will be scanned to see if they
have work available. The idle worker will identify the worker which is working on the richest branch and
interrupt it for work. That worker will then make all of its private nodes public and the idle worker can
begin work at the bottom of that branch. Note that the number of nodes being made public is flexible in
that we could limit this number and therefore bottom most dispatching need not necessarily be used.

This strategy has the advantage that work is made public only on demand, so if a worker is not interrupted
for work it will not make any nodes public. Workers may have to migrate further when taking work from
another worker. We hope that the bottom-most dispatching strategy will minimise the number of major
task switches, and most work will be found quickly from a node just above the workers current position.

4.4.2.2 Left to right search

We want to get some indication of how much can be gained by treating speculative work differently from non-
speculative work and have explored an alternative strategy, which we call left-to-right search. The assumption
behind this strategy is that the whole tree is speculative and that work on the leftmost branch has the highest
priority, and the priority of work decreases the further away it is from the leftmost branch. This assumption
clearly represents too narrow a view of speculative work; in general all work is non-speculative unless it is in
the scope of a pruning operator. Setof (and bagof) create subtrees which are locally non-speculative even if
the setof itself 1s speculative, ie all branches should have equal priority. We describe a more refined strategy
for handling speculative work in Section 4.6.
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Related work by Sindaha [11] uses a similar method to search for work in a speculative subtree. However
the left to right search is implemented by explicitly linking the sentry nodes of all branches to create a data
structure similar to the wavefront. Workers find work by traversing this data structure. This work is not as
far advanced as the Bristol scheduler but we hope later to compare this approach with our own.

The left to right search strategy also uses bottom-most dispatching. Finding work will again begin by
backtracking through the nodes immediately above the worker’s current position to find nearby work. If no
work can be found the worker will search the tree from left to right, by following the root, leaf and right
pointers. The leftmost worker can be identified as the owner of the root of the tree, the scheduler will search
right from the leftmost worker until it finds either a worker with private work which it can share, or a live
parallel node.

4.4.3 Side-effects and suspension

A goal of the Aurora system is to implement all standard Prolog built-in predicates, preserving their sequen-
tial semantics. To achieve this, we delay the execution of a call to a side-effect predicate until 1t becomes
leftmost in the whole tree. We implement this delay by allowing workers to suspend a branch when executing
a side-effect predicate. There are some special predicates, for example those used in the implementation of
setof, where it is sufficient to ensure that the branch is leftmost within some subtree. Checking whether
a worker is leftmost within some subtree is done simply by testing if the worker’s root node 1s at or above
the root of the subtree. Asynchronous versions of these side-effect predicates are also provided and these
suspend only if they occur within the scope of a cut and may be pruned.

To suspend a branch, all a worker must do is to mark its root node as suspended and make the root of the
suspended node point down to the sentry node on the suspended branch. The scheduler will then find a new
task for the suspending worker to begin.

We next look at how suspended branches can be restarted. If a worker backtracks out of, and reclaims, the
leftmost child of a node, it will check to see if there is a suspended right sibling of that node. If there is, it
will delete the suspended flag and proceed to check if the branch has now become leftmost in the subtree
in which it was suspended. If this is the case the worker will restart the suspended branch. If the branch
cannot be restarted the worker will set the suspended flag in its own root and carry on looking for work. The
suspended branch will wait until some other worker notices the new suspended node while backtracking.

4.4.4 Cut and commit

Aurora supports two pruning operators: the conventional Prolog cut, which prunes all branches to its right
and a symmetric version of cut called commat, which prunes branches both to its left and right. To preserve
the sequential semantics, a pruning operation will not go ahead if there i1s a chance of it being pruned itself
by a cut with a smaller scope. It may be possible to improve on this and we are investigating the method
which has been implemented in Muse where the worker will not suspend the branch but partially do the
pruning and leave the rest to be done as and when it ceases to be endangered by the cut.

A pruning operation should suspend only if a branch to its left leads to a cut of smaller scope. But, to
determine whether a particular pruning operation should suspend or not we need some information about
the presence and scope of cuts in the tree.

The engine-scheduler interface [13] makes the necessary information available to the scheduler and we use it
to implement the Bristol scheduler’s pruning operators in the following way.

The scheduler decorates the tree with information about the presence and scope of cuts. When a node is
created which has parallel alternatives containing cut, then that node 1s marked as a cut boundary node.
Each node contains a cut counter, which indicates the number of cuts in the worker’s continuation when the
node was created. The worker also keeps a cut counter and this is incremented when a clause containing
cuts is entered and decremented whenever a cut is executed. When executing a cut, a worker will check if
any of the nodes below the cut boundary have children to the left and are either marked as a cut boundary
or have a cut counter greater than the workers current cut counter. If such a left sibling is found then the
cut will be suspended. For a more detailed description of decorating the tree with cut scope information the
reader is referred elsewhere [7].

We will now look at how pruning is implemented in the Bristol scheduler. A pruning worker will visit each
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node below the boundary node of the cut (or commit), first removing all unexplored alternatives at the

node’s parent, and then pruning all the right siblings of the node. If the pruning operation is commit then
left siblings must be pruned too. All siblings except the leftmost will be root nodes.

To prune a sibling, the worker will mark the node as pruned and try to identify the worker which will
take responsibility for clearing the pruned subtree away. Unless the sibling node is suspended, this means
the worker will interrupt the owner of the node. That worker will then pass on the interrupt to any other
workers in the subtree. To prune the leftmost sibling in the case of commit, then the worker must follow the

node’s root pointer to find its root. If its root is not marked suspended then the owner of the root will be
interrupted with the information that its subtree 1s pruned.

If any of the siblings are suspended, it 1s not possible to identify workers which are in the subtree below that
node. These subtrees must be searched to inform any workers which are working there that they have been
pruned, although all the pruning worker will do is to marked them as unsearched. The search will be carried
out by one of the pruned workers as it moves out of its own pruned subtree. The pruning worker will only
search pruned subtrees if no other worker can be found to do the job for it. In this case it will search until
it finds the first worker to be pruned and then that worker will take over any further searching.
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Figure 4.3: WORKER A ABOUT TO PERFORM A CUT

Figure 4.3 shows an example where worker A wants to perform a cut up to the cut boundary and there
are five other workers in the region which is to be pruned. Worker A will be able to identify and interrupt
workers B, E and F. Worker B will search the subtree whose root was suspended at the time worker A did the

pruning and will interrupt worker C. That worker will in turn interrupt worker D. The interrupted workers
will then backtrack out of the pruned region and look for work elsewhere.

4.5 Performance results

To assess the performance of various aspects of the Bristol scheduler, we have used a number of benchmarks

and application programs, descriptions of which can be found elsewhere [12][8]. All the programs were run
on a Sequent Symmetry using the Foxtrot version of Aurora.

To discover which dispatching strategy should be preferred, we have run the Bristol scheduler on a number
of programs using 10 workers under both topmost and bottom-most dispatching. We obtained figures on the
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frequency and duration of task switches in each program. Task switching begins when a worker backtracks
to its sentry node and ends when a new task is found and control passes back to the engine. A distinction is
drawn between minor task switches, which end when work is discovered on the same branch, and major task
switches, when the worker finds that no work is left on its current branch and it must find work from another
part of the tree. Bottom-most dispatching should reduce the number of expensive major task switches, while
increasing the number of minor task switches. Table 4.1 shows for each program the average number of task
switches made by each worker, and also gives the average duration of each task switch in microseconds.

Number Average duration
Bottom-most Topmost Bottom-most Topmost

dispatching dispatching dispatching dispatching
Program Major | Minor | Major | Minor || Major | Minor | Major | Minor
parsel 7.7 12.5 8.5 11.5 || 2315 | 310 | 2037 | 232
parse2 11.0 | 26.0 | 14.2 | 19.7 1554 | 219 | 1377 | 187
parse3 7.2 12.0 7.7 10.5 || 2431 | 209 | 2342 | 202
parsed 12.2 | 472 | 34.7 | 46.5 1929 | 229 | 1560 | 212
parseb 13.0 | 87.2 | b8.7 | 75.0 || 2114 | 213 | 1707 | 187
db4 4.5 21.5b 5 14.7 1808 | 196 | 1386 | 17b
dbb 5.0 25.7 6.5 17.7 1465 | 191 13561 170
farmer 3.7 4.7 4.0 4.2 3298 | 192 | 3596 | 180
house 4.2 13.2 4.0 3.2 1756 | 265 | 1873 | 184
8queensl 1.5 9.25 | 10.2 | 10.2 || 2623 | 247 | 1293 | 204
8queens2 1.7 18.7 16.0 15.5 2674 | 217 1096 165
tina 21.5 | 92.7 | 1707 | 52.7 || 3925 | 208 | 4072 | 168
saltmustard | 1.0 3.7 1.0 1.5 2256 | 231 2276 190
protein 12.0 | 163.0 | 74.0 | 232.0 || 2804 | 103 | 1264 97
warplan 12.7 | 60.0 | 30.5 | 37.2 || b347 | 247 | 2864 | 209

Table 4.1: TABLE SHOWING THE AVERAGE NUMBER OF TASK SWITCHES MADE BY EACH WORKER AND THE
AVERAGE DURATION IN MICROSECONDS, OF EACH TASK SWITCH

We find that the number of major task switches is significantly reduced while the number of minor task
switches is slightly increased. Also the average duration of both major and minor task switches tends to
increase somewhat. This reflects the increased size of the public region of the tree, under bottom-most
dispatching there will be more public backtracking to be done before the worker eventually finds a new task.

To get a clearer picture of how much time was spent in task switching we computed the percentage of total
time, which on average, each worker spent in task switching. This information is shown in Figure 4.4. We
can see from this graph that bottom-most dispatching leads to less time spent task switching in all but
five of our programs. From this we can conclude that in general it will be better to employ bottom-most
dispatching, although there will be some occasions when we will lose out. It may eventually be possible for
the scheduler to recognise which dispatching strategy should be used but currently we do not have enough
information to implement this.

We next compare the Bristol scheduler with the Manchester scheduler, a topmost dispatching scheduler
which is the most developed of the existing Aurora schedulers. The results, given in Table 4.2, reflect fairly
closely what we would expect from the comparison of topmost and bottom-most dispatching in the Bristol
scheduler, although the Manchester scheduler performs better on a couple of the benchmarks where we
might have predicted equal or better performance by the Bristol scheduler. This may be partly due to the
Manchester scheduler’s strategy of matching idle workers to the nearest available work whereas, with the
Bristol scheduler, this does not happen.

To obtain a comparison of two similar bottom-most dispatching schedulers, we have compared Aurora under
the Bristol scheduler with Muse 0.6 (Figure 4.3). This version of Muse supports some form of delayed release
which 1s not yet supported by the Bristol scheduler. Also, the muse system has been compiled using the
GNU C compiler, which allows use of inline declarations, while the Bristol scheduler was not.

Generally the Bristol scheduler produces better speedups than the Muse scheduler, but this is generally
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Figure 4.4: GRAPH OF THE PERCENTAGE OF TOTAL TIME EACH WORKER SPENDS IN TASK SWITCHING

somewhat outweighed by the faster engine performance of Muse. Muse’s faster engine performance is due to
the overhead of the SRI model in Aurora which adds about 25% to the single worker runtime. This is much
greater than the corresponding overhead in Muse which is around 5%.

The next part of our performance analysis looks at our strategies for handling speculative work. The left
to right search strategy is used here to find out what the benefits might be of treating speculative work
differently and what the overheads are. We will later propose a better strategy for adapting the Bristol
scheduler for speculative work. We first look at the overheads of the left to right search strategy in finding
all solutions. Table 4.4 shows that the 10 worker performance is degraded by about 11%, and this is due
both to the extra synchronisation required in searching for work in this manner, and also due to the fact
that taking the leftmost available work may not give the worker access to as many live nodes as the deepest
available work would have done. Therefore the number of major task switches is increased.

We now take a number of application programs and look at the speedups obtained when finding the first
(leftmost) solution, comparing the Manchester scheduler with three versions of the Bristol scheduler; richest
worker, an improved version of richest worker where idle workers try to find work from the leftmost worker
before trying the richest worker and the left-to-right search. The results are shown in Table 4.5. Since
speculative computation always gives some variation in runtimes, depending on how well the workers were
utilised during the computation, we present the speedups a ranges of best—worst. The results are given
in Table 4.5, and show that when the computation involves speculative work, the bottom-most dispatching
strategies all perform better than the Manchester scheduler. The improved richest worker strategy gives some
improvement over the original richest worker strategy but the left-to-right search gives the best performance.
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Bristol Scheduler | Manchester Scheduler
Goals [*Times] | lwkr 10wkrs || 1wkr 10wkrs
parsel *¥20 1.95 | 0.74(2.62) || 1.94 0.81(2.38)
parse2 *20 7.37 | 1.50(4.90) || 7.35 1.69(4.34)
parsed *20 1.68 | 0.67(2.49) || 1.66 0.72(2.29)
parsed *b 6.85 | 1.04(6.57) || 6.80 1.24(5.47)
parse5 .96 |0.64(7.78) || 4.79 0.85(5.61)
db4 *10 3.11 | 0.44(7.06) || 3.06 0.41(7.53)
db5 *10 3.79 | 0.52(7.30) || 3.72 0.51(7.34)
farmer*100 3.77 | 1.95(1.93) || 3.80 2.26(1.68)
house*20 5.55 | 0.94(5.88) || 5.17 0.85(6.05)
8-queensl 8.48 | 0.88(9.65) || 8.28 0.83(9.93)
8-queens? 21.8912.21(9.91) || 21.66 2.16(10.0)
tina 19.721 2.14(9.23) || 18.77 1.99(9.41)
sm2 *10 11.65]1.32(8.82) || 11.27 1.23(9.19)
protein 28.56 | 3.01(9.49) || 27.66 2.94(9.41)
warplan (blocks) | 2.73 | 0.33(8.27) || 2.50 0.38(6.58)
warplan (strips) |42.44|4.62(9.19) || 40.40 4.46(9.06)
AVERAGE (6.94) (6.64)

Table 4.2: TABLE COMPARING AURORA UNDER THE BRISTOL AND MANCHESTER SCHEDULERS (RUNTIMES
IN SECONDS WITH SPEEDUPS IN BRACKETS)

4.6 A strategy for scheduling speculative work

In order to improve on our relatively crude left to right search strategy for speculative work, we have designed
a better strategy which will be implemented in a future version of the Bristol scheduler.

For this more general strategy, we no longer treat the whole tree as being speculative but allow for in-
termingling of speculative and non-speculative subtrees. We will want to distribute workers evenly among
speculative subtrees so as not to focus too many resources into one particular subtree. We will also want
workers to be able to reassess how speculative their current branch is. For example, a task which was the
least speculative of a particular subtree at one moment may later become the most speculative if branches
appear to its left. Workers should be able to suspend such a task in favour of a task on one of the higher pri-
ority branches to its left, an operation known as voluntary suspension. We believe that voluntary suspension
is crucial for effective handling of speculative work.

Since it 18 very difficult to compare the speculativeness of two tasks in separate speculative subtrees we will
not allow workers to move from one speculative subtree to another.

Our strategy can then be summarised as follows:

e First try to obtain non-speculative work.

e If only speculative work exists then find work from the speculative subtree containing the smallest
number of workers.

e Always search speculative subtrees from left to right.

e Allow workers to periodically consider voluntary suspension of speculative work, in order to find less
speculative work.

4.7 Conclusions

We presented a simple, flexible scheduler based on the principle of “dispatching on bottom-most”. We
have described the algorithms for finding work, public backtracking, pruning and suspension. The current
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Aurora Muse
Goals [*Times] | 1wkr 10wkrs || 1wkr 10wkrs
parsel *¥20 1.95 | 0.74(2.62) || 158 | 0.58(2.72)
parse2 *20 7.37 | 1.50(4.90) || 5.89 | 1.19(5.03)
parsed *20 1.68 |0.67(2.49) || 1.36 | 0.60(2.27)
parsed *b 6.85 | 1.04(6.57) || 5.53 | 0.82(6.74)
parseb 4.96 |0.64(7.78) || 3.91 | 0.51(7.67)
db4 *10 3.11 | 0.44(7.06) || 2.38 | 0.35(6.80)
db5 *10 3.79 | 0.52(7.30) || 2.91 | 0.42(6.93)
farmer*100 | 3.77 |1.95(1.93) || 3.12 | 1.90(1.64)
house*20 5.55 | 0.94(5.88) || 4.35 | 0.89(4.89)
8-queensl 8.48 |0.88(9.65) || 6.64 |0.70(9.49)
8-queens? 21.89 | 2.21(9.91) || 17.14| 1.77(9.68)
tina 19.7212.14(9.23) || 14.79 | 1.66(8.91)
AVERAGE (6.28) (6.06)

Table 4.3: AURORA UNDER THE BRISTOL SCHEDULER, COMPARED WITH MUSE (RUNTIMES IN SECONDS
WITH SPEEDUPS IN BRACKETS)

implementation supports the full Prolog language.

We have presented figures to show that bottom-most dispatching generally produces better performance in
Aurora than topmost dispatching, since it decreases the duration of time workers spend in task switching.

The results from running benchmark and application programs show that it is possible to get very good
speedups for non-speculative computation from the Bristol scheduler using the richest worker strategy.
Comparing that version of the Bristol scheduler with the Manchester scheduler we note that the Bristol
scheduler’s bottom-most dispatching strategy pays off on the parsing examples where the search trees are
deep and narrow. The Manchester scheduler performs better on those examples where the search tree is
shallow and broad.

Speedups from the Bristol scheduler are generally better then those obtained from the Muse system, although
that system obtains somewhat better overall speed because of the lower overhead involved in adapting Sicstus
Prolog to the Muse model.

When working on programs with large amounts of speculative work we can benefit by employing a strategy
which prefers to schedule work on left of the speculative region. We can conclude that even though there is an
overhead associated with using the left to right search strategy, which is due to the need for synchronisation
during the search, we can benefit by using it to schedule work from regions where work on the left side is of
higher priority.

We have described a general strategy for handling speculative work, which, based on the results presented
here, we believe will give improved performance on speculative work. Our future work will center on imple-
menting this strategy and analysing its performance.
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Richest Left to

worker || right search
Goals [*Times] | lwkr | 10wkrs 10wkrs
parsel *20 1 2.62 2.44
parse2 *20 1 4.90 4.14
parse3 *20 1 2.49 2.24
parsed *5 1 6.57 5.71
parsed 1 7.78 6.79
db4 *10 1 7.06 6.78
dbb *10 1 7.30 6.65
farmer*100 1 1.93 1.68
house*20 1 5.88 4.44
8-queensl 1 9.65 8.83
8-queens? 1 9.91 9.43
tina 1 9.23 7.89
sm2 *10 1 8.82 7.7
AVERAGE 6.47 5.75

Table 4.4: SPEEDUPS FOR DIFFERENT SCHEDULING STRATEGIES (BRISTOL SCHEDULER)

Aurora Scheduling strategy
one Manchester || richest leftmost left to
Application | worker || scheduler Worker | then richest | right search
Protein 1 2.90-2.65 | 2.30-1.96 | 3.28-2.97 4.46-4.36
Puzzle 1 1.13-1.09 || 1.33-1.25| 2.64-1.77 6.10-5.06
Warplan 1 1.15-1.08 || 1.11-1.06| 1.12-1.10 1.57-1.36
16Queens 1 1.05-1.05 || 3.35-2.31| 3.38-3.30 6.40-3.78
triangle 1 6.44-6.00 || 7.06-6.60| 7.20-6.60 7.68-7.34
tina 1 4.56-4.41 ||4.56-4.22| 4.70-4.48 4.86-4.63
Average 1 2.87-2.71 | 3.28-2.90| 3.72-3.37 5.18-4.42

Table 4.5: SPEEDUPS (BEST-WORST) WITH 10 WORKERS FINDING THE FIRST SOLUTION
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Chapter 5

Interfacing Engines and Schedulers in
Or-Parallel Prolog Systems'

Péter Szeredi’?, Rong Yang Mats Carlsson
Department of Computer Science Swedish Institute of Computer Science
University of Bristol P.O. Box 1263
Bristol BS8 1TR, U.K. S-164 28 Kista, Sweden
Abstract

Parallel Prolog systems consist, at least conceptually, of two components: an engine and a scheduler.
This paper addresses the problem of defining a clean interface between these components. Such an
interface has been designed for Aurora, a prototype or-parallel implementation of the full Prolog
language for shared memory multiprocessors.

The practical purpose of the interface is to enable different engine and scheduler implementations
to be used interchangeably. The development of the interface has, however, contributed in great
extent to the clarification of issues in exploiting or-parallelism in Prolog. We believe that these
issues are relevant to a wider circle of research in the area of or-parallel implementations of logic
programming.

We believe that the concept of an engine-scheduler interface is applicable to a wider range of parallel
Prolog implementations. Indeed, the present interface has been used in the Andorra-I system, which
supports both and- and or-parallelism.

Keywords: Or-Parallel Execution, Multiprocessors, Implementation Techniques, Scheduling.

5.1 Introduction

Parallel Prolog systems consist, at least conceptually, of two components: an engine, which is responsible for
the actual execution of the Prolog code, and a scheduler, which provides the engine component with work.
This paper addresses the problem of defining a clean interface between these components. We focus on a
particular interface which has evolved within the implementation of an or-parallel Prolog system, Aurora.
The interface has successfully been used to connect the Aurora engine with four different schedulers. It has
subsequently been applied in the implementation of the and-or-parallel language Andorra-I, thus proving
that its generality extends beyond or-parallel Prolog.

Aurora is a prototype or-parallel implementation of the full Prolog language for shared memory multipro-

I This paper has appeared in the proceedings of PARLE'91 [16]
20n leave from SZKI IQSOFT, Dondti w. 35-45, Budapest, Hungary.
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cessors, based on the SRI model of execution [17], and currently running on Sequent and Encore machines.
It has been developed in the framework of the Gigalips project [11], a collaborative effort between groups
at the Argonne National Laboratory in Illinois, the University of Bristol (previously at the University of
Manchester) and the Swedish Institute of Computer Science (SICS) in Stockholm.

The issue of defining a clear interface between the engine and scheduler components of Aurora was raised
in the early stages of the implementation effort. Ross Overbeek made the first attempt to formulate such
an interface and Alan Calderwood produced the version [7] used in the first generation of Aurora (based on
SICStus Prolog version 0.3).

A fundamental revision of the interface was necessitated by several factors. Performance analysis work on
Aurora [14] has shown that some unnecessary overheads are caused by design decisions enforced by the
interface. Development of new schedulers and extensions to existing algorithms required the interface to be
made more general. The Aurora engine has also been rebuilt on the basis of SICStus Prolog version 0.6.

The new interface, described in the present paper, is part of the second generation of Aurora. The major
changes with respect to the previous interface are the following:

e execution is governed by the engine, rather than the scheduler;
e the set of basic concepts has been made simpler and more uniform;
e several potential optimisations are supported;

o the interface is extended to support transfer of information related to pruning operators [10].

The paper is organised as follows. Section 5.2 summarises the SRI model and defines the necessary concepts.
Section 5.3 gives a top level view of the interface. Section 5.4 presents the data structures involved in
the interface, while Sections 5.5 and 5.6 describe engine-scheduler interactions in various phases of Aurora
execution. Section 5.7 shows the extensions: handling of pruning information and various optimisations.
Section 5.8 discusses the major issues involved in implementing the Aurora engine side of the interface.
Section 5.9 describes how the interface was utilised to introduce or-parallelism into the Andorra-I system
[12]. Section 5.10 presents preliminary performance results from the Aurora implementation. We end with
a short concluding section.

A complete description of the interface is contained in [15].

5.2 Preliminaries

Aurora is based on the SRI model [17]. According to this model the system consists of several workers
(processes) exploring the search tree of a Prolog program in parallel. Each node of the tree corresponds
to a Prolog choicepoint with a branch associated with each alternative clause. A predicate can optionally
be declared sequential by the user, to prohibit parallel exploration of alternative clauses of a predicate.
Corresponding nodes are also annotated as sequential. All other nodes are parallel.

As the tree is being explored, each node can be either live, i.e. have at least one unexplored alternative, or
dead. A node is a fork node if there are two or more branches below it; otherwise, 1t is a nonfork node. A
fork node cannot be sequential. Live parallel nodes, and live sequential nodes with no branches below them,
correspond to tasks that can be executed by workers. Each worker has to perform activities of two basic

types:

e executing the actual Prolog code;

e finding work in the tree, providing other workers with work and synchronising with other workers.
In accordance with the SRI model each worker has a separate binding array, in which it stores its own
bindings to potentially shared variables (conditional bindings). This technique allows constant time access

to the value of a shared variable, but imposes an overhead of updating the binding arrays whenever a worker
has to move within the search tree.

The or-tree is divided into an upper, public, part accessible to all workers and a lower, private, part accessible
to only one worker. A worker exploring its private region does not have to be concerned with synchronisation
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or maintaining scheduling data; it can work very much like a standard Prolog engine. The boundary between
the public and private regions changes dynamically. It is one of the critical aspects of the scheduling algorithm
to decide when to make a node public, allowing other workers to share work at it. In the majority of
schedulers, the worker will make his sentry node, i.e. his topmost private node, public when all nodes above
it have become dead, i.e. have no more alternatives to explore. This means that each worker tries to keep a
piece of work on its branch available to other workers.

‘ = dead node ‘
O = live node

PUBLIC

PRIVATE

w1 w2 W3 w4

Figure 5.1: THE OR-TREE OF THE SRI MODEL

For example, in Figure 5.1, an or-tree being explored by four workers (W1-W4) is shown. The workers’
sentry nodes are denoted S1-S4. Assume that there is an unexplored alternative at node D2. Now if the
branch being explored by worker W1 dies back and W1 takes the alternative at D2, the node D2 will become
dead, and the scheduler will normally extend the public region to include nodes S2-S3 so as to keep a piece
of work available on every branch.

The exploration by a worker of its private region constitutes that worker’s assignment, which normally
terminates if the worker backtracks into the public part. The assignment terminates prematurely if the
branch 1s suspended, or if it is pruned by some other worker.

There are three pruning operators currently supported by Aurora: the conventional Prolog cut, which prunes
all branches to its right and a symmetric version of cut called commait, which prunes branches both to its
left and right. A cut or a commit must not, and will not, go ahead if there is a chance of being pruned by
a cut with a smaller scope. The third type of pruning operator is the cavalier commait which is executed
immediately, even if endangered by a smaller cut. The cavalier commit is provided for experimental purposes
only, 1t is expected to be used in exceptional circumstances, for operations similar to abort in Prolog. Work
done in the scope of a pruning operator is said to be speculative.

Suspension is used to preserve the observable semantics of Prolog programs executed by Aurora: when a
built-in predicate with some side-effect is reached on a non-leftmost branch of the search tree, or when
a pruning operator is reached on a branch which could be pruned by a cut with a smaller scope, the
execution must be suspended. Furthermore the scheduler may decide to suspend the current branch when
less speculative work can be done somewhere else in the tree.
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Four separate schedulers are currently being developed for Aurora. The Argonne scheduler [6] relies on
data stored in the tree itself to implement a local strategy according to which live nodes “attract” workers
without work. When several workers are idle they will compete to get to a given piece of work and the
fastest one will win. The Manchester scheduler [8] tries to select the nearest worker in advance, without
moving over the tree. It uses global data structures to store some of the information on available work and
workers. The wavefront scheduler [5] uses a special distributed data structure, the wavefront, to facilitate
allocation of work to workers. The Bristol scheduler [3] tries to minimise scheduler overhead by extending
the public region eagerly: sequences of nodes are made public instead of single nodes, and work is taken
from the bottommost live node of a branch.

5.3 The Top Level View of the Interface

The principal duty of the scheduler is to provide the engine with work. The thread of control thus alternates
between the two components: the engine executes a piece of Prolog code, then the scheduler finds the next
assignment, passes control back to the engine, etc. A possible way of implementing this interaction is to put
the scheduler above the engine: the scheduler calls the engine when it finds a suitable piece of work to be
executed and the engine returns when such an assignment has been finished. In fact this scheme was the
basis of earlier interfaces in Aurora [7].

We use a different approach in the current version of Aurora. The execution is governed by the engine:
whenever it finishes an assignment, it calls an appropriate scheduler function to provide a new piece of work.
The advantage of this scheme is that the environment for Prolog execution (e.g. the set of WAM-registers)
is not destroyed when an assignment is terminated and need not be rebuilt upon returning to work. This is
of special importance for Prolog programs with fine granularity (i.e. small assignment size), where switching
between engine and scheduler code is very frequent [14].

Figure 5.2 shows the top view of the current interface. This is centered around the engine doing work. All
the other boxes in the picture represent scheduler functions called by the engine. Note the convention that
the names of all scheduler functions are prefixed with ‘Sched_’.

The functions shown in Figure 5.2 are arranged in three groups:

o finding work (left side of Figure 5.2);

e communication with other workers during work (lower part of Figure 5.2), e.g. when cuts or side effect
predicates are to be executed;

e certain events during work that may be of interest to the scheduler (right side of Figure 5.2), e.g.
creation and destruction of nodes.

The four boxes on the left of Figure 5.2 represent the so called functions for finding work:

Sched_Start_Work is used to acquire work for the first time, immediately after the initialisation of the
worker;

Sched_Die_Back is called when the engine backtracks to a public node;
Sched_Be_Pruned is invoked when the worker’s current branch is pruned off by another worker;

Sched_Suspend is called when the worker has to suspend its current branch.

These functions differ in their initial activities, but normally continue with a common algorithm for “looking
for work” (see Section 5.5). This algorithm has two possible outcomes: either work is found, or the whole
system is halted. Correspondingly each of the functions for finding work has two exits: the normal one
(shown on the right side of the function boxes in Figure 5.2) leads back to work, while the other exit (left
hand side) leads to the termination of the whole Aurora invocation.

The next group of interface functions provided by the scheduler is depicted at the bottom of Figure 5.2.
These functions are called during work, when the engine may require some assistance from the scheduler
(mainly in order to communicate with other workers):

67



Sched_Prune — when a cut or commit i1s executed;
Sched_Synch — when a predicate with side effects is encountered;

Sched_Check — at every Prolog procedure call (to check for interrupts).

The above functions have three exits. The normal exit (depicted by upwards arrows in Figure 5.2) leads
back to work. The other two exits correspond to premature termination of the current assignment, when the
current branch has been pruned or has to suspend (leftward and downward arrows). In both cases the engine
will do the housekeeping operations necessary for the given type of assignment termination, and proceed to
call the scheduler to find the next assignment. See Section 5.6 for a more detailed description of the functions
for communication with other workers.

The third group of functions shown in Figure 5.2 (right hand side) corresponds to some events during work
that may be of interest to the scheduler. A common property of this group is that the interface does not
prescribe any specific activity to be done by these functions: the scheduler is merely given an opportunity
to do whatever is needed for maintaining its data structures. As an example, Sched_Node_Created (and
the corresponding Sched_Node_Destroyed) can be used to keep track of the presence of parallel nodes in
the private region—as a prospective source of work for other workers. Similarly Sched_Clause_Entered can
be utilised for maintaining information about the presence of pruning operators in the current branch (see

Section 5.7.2).

There are further groups of scheduler functions, not shown in Figure 5.2. These are used in the initialisation
of the whole system, in handling keyboard interrupts , and in the implementation of certain optimisations

(Section 5.7.1).

The engine side of the interface consists of several groups of functions that support the scheduler algorithm:

e providing access to certain data structures (nodes and alternatives) maintained by the engine,
e extending the public region on the current branch of execution,
e positioning the engine (i.e. the binding array) in the search tree, while looking for work,

e notifying the engine of certain events, e.g. work being found.

The data structure aspects of the engine interface are presented in Section 5.4. Other interface functions
provided by the engine will be described in Sections 5.5 and 5.6.

5.4 Common Data Structures

The engine is responsible for maintaining the node stack, a principal data area of major importance to the
scheduler. The engine defines the node data type, but the scheduler is expected to supply a number of fields
to be included in this structure for its own purposes.

Among the node fields defined by the engine, some are of interest to the scheduler. Access functions for
these fields are provided in the interface:

Node_Level — the distance of the node from the root of the search tree,
Node_Parent — a pointer to the parent node in the tree,
Node_Alternatives — a pointer to the next unexplored alternative of the node.

The scheduler-specific fields of the node data structure normally include pointers describing the topology of
the tree. For example, most schedulers will have fields storing a pointer to the first child and the next sibling
of a node.

An additional common static data structure, the alternative, is introduced to allow the schedulers to keep
static data related to clauses. This data structure is used in the Aurora engine to replace the ‘try’, ‘retry’
and ‘trust’ instructions of WAM [9]. Each clause of the user program is represented by an alternative,
which stores a pointer to the code of the clause and a pointer to the successor alternative, if any. If a
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predicate is subject to indexing, the compiler may create several chains of alternatives to cater for different
values in the indexing argument position. This means that several alternatives can refer to the same clause.

The scheduler may supply a number of fields to be included in the alternative structure, to accommodate any
(static) information to be associated with clauses. The scheduler can derive this data from the information
supplied by the engine when alternatives are created (Sched_Alternative_Created). There are two types
of static data supplied by the engine:

¢ information about sequential predicates—this information is normally stored in each alternative of the
predicate.

e pruning information—data on the number of pruning operators (cuts, commits and conditional expres-
sions) contained in the clause or the predicate (see Section 5.7.2).

The only engine field in the alternative structure that is of interest to the scheduler is the one pointing to
the successor alternative (Alternative_Next). This field is used, for example, when the scheduler starts a
new branch from a public node and needs to advance the next alternative pointer of the node.

5.5 Finding Work

Figure 5.3 shows the engine functions used by the scheduler while it is looking for work. The actual algorithms
of the four functions for finding work will normally differ, but they all use the same set of engine support
functions.

Functions Move_Engine_Up and Move_Engine_Down, shown on the right hand side of Figure 5.3, instruct the
engine to move the binding array up or down the current branch. Initially, the binding array is positioned
at or below the youngest public node on the branch. Before returning, the scheduler has to position the
binding array above the new sentry node.

Different schedulers employ different strategies in moving over the tree. The Argonne scheduler moves node-
by-node, when approaching the potential work node. Other schedulers locate a piece of work from a distance
and move the engine to the appropriate place in a few big jumps.

There is no need to move the engine if work is taken from the parent of the old sentry node. An additional
entry point to the scheduler, Sched_Get_Work_At_Parent (see Section 5.7.1), has been provided for this
special case.

The left hand side of Figure 5.3 shows the engine functions for memory management of the node stack. A
worker may have to remove some dead nodes from the tree as it moves upwards. This involves deleting these
nodes from the scheduler data structures (normally the sibling chain) and invoking the Mark_Node_Reclaimable
engine function. As a special case, the old sentry node will have to be deleted from the tree at the beginning
of Sched_Die_Back and Sched_Be_Pruned.

When the scheduler decides to reserve a new piece of work from a live public node (work node), it has to create
a sentry node for the new branch. This involves calling the Allocate_Node function, which first removes
all the nodes that have been marked as reclaimable from the top of the worker’s stack and then allocates a
new sentry node. The related Allocate_Foreign_Node function is used if another worker allocates a node
on the stack of the worker looking for work. This is used in the Manchester scheduler to implement handing
work to an idle worker.

The new sentry node serves as a placeholder for the new assignment. The scheduler inserts the sentry into
the search tree and simultaneously reserves an alternative to be explored by the new branch (by reading and
advancing the Node_Alternatives field of the work node).

The bottom part of Figure 5.3 shows the possible exit paths from the functions for finding work. The actual
work found can correspond either to a new branch or to a branch which was hitherto suspended and can
be resumed now. Functions Found_New_Work and Found_Resumed_Work are used to notify the engine about
the type of the work found, and to supply the new sentry node. The box for Found_New_Work in Figure 5.3
shows the SENTRY argument to highlight the fact that this argument should be the same as the one returned
in Allocate_...Node.
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5.6 Communication with Other Workers

The need for communication with other workers arises when a pruning operator or a built-in predicate with
side effects is to be executed. In addition, a periodic check is needed to examine if there are communication
requests from other workers.

The Sched_Prune function is invoked when a pruning operator is encountered. At this moment the engine
has already executed the private part of the pruning. The scheduler receives a pointer to the cut node
(showing the scope of pruning) and an argument indicating the type of the pruning operator (cut, commit
or cavalier commit). Tt has to check if the preconditions for pruning are satisfied: the current branch should
not be pruned itself, and, except for the cavalier commit, it should not be endangered by cuts with a smaller
scope, as discussed in [10]. The latter condition can be replaced by a requirement for the branch to be
leftmost in the subtree rooted at the child of the cut node, if the scheduler does not maintain specific
pruning information.

If the preconditions of pruning are not satisfied, Sched_Prune uses one of the abnormal exits (cf. Figure 5.2)
to indicate that the branch has been killed or that it has to suspend (waiting to become leftmost). If the
pruning operation can go ahead, the scheduler has to locate the workers that are in the pruned subtree and
interrupt them. There may be branches in this subtree which have previously been suspended. A special
engine function, Mark_Suspended_Branch_Reclaimable, is used for cleaning up such branches.

The Sched_Synch function is invoked when a call to a built-in predicate with side-effects is encountered.
Normally such calls are executed only when their branch becomes leftmost in the whole tree. There are,
however, some special predicates (e.g. those used to assert solutions in a setof), for which the order of
invocation is not significant: their execution can go ahead if not endangered by a cut within a specific
subtree. The Sched_Synch function receives an argument encoding the type of the check needed, and a
pointer to the root of the subtree concerned.

The third communication function, Sched_Check, is called at every Prolog procedure call. Frequent invo-
cation of this function is necessary so that the scheduler can answer requests (e.g. interrupts) from other
workers without too much delay. Note, however, that a scheduler may choose to do the checks only after a
certain number of Sched_Check invocations (as is the case for the Manchester and Argonne schedulers).

The nature of requests to be handled by Sched_Check varies from scheduler to scheduler. There are, however,
two common sets of circumstances: the worker may be requested to kill its assignment or to make some of
its private nodes public (to make work available to other workers). The latter activity needs assistance from
the engine: the function Make_Public extends the public region on the current branch down to a specified
node.

5.7 Extensions of the Basic Interface

5.7.1 Simplified Backtracking

When a worker backtracks to a live public node and is able to take a new branch from there, several
administrative activities can be avoided. The sentry node can be re-used, rather than being marked as
reclaimable and re-allocated. There is scope for a related optimisation in the scheduler: instead of deleting
the old sentry from the sibling chain and then installing it as the last sibling, the scheduler can move the
sentry node to the end of the sibling chain (or do nothing if the old sentry was the last child). The interface
supports this important optimisation by a function Sched_Get_Work_At_Parent, called when the engine
backtracks to a live public node. If the scheduler, following the necessary synchronisation operations, still
finds the node to be live, 1t can reserve an alternative from that node. If the scheduler cannot take work from
the node in question, it returns to the engine, which will subsequently invoke Sched_Die_Back to acquire a
new piece of work.

The Sched_Get_Work_At_Parent function also supports the contraction operation of the SRI model [17].
This operation removes a dead nonfork node after the last alternative has been taken from it. The node in
question can be physically removed only if 1t is on the top of the stack of the worker executing the given
branch.
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5.7.2 Pruning Information

Information about the presence of pruning operators in a clause may be needed by the scheduler to perform
pruning more efficiently or to distinguish between speculative and non-speculative work. Various algorithms
related to pruning have been developed and discussed in [10]. When designing the interface, we tried to
generalise and extend the format of pruning data as described in [10], so that other possible approaches (e.g.
[13]) can be supported as well.

If one disregards disjunctions, the information needed about pruning is quite simple. A scheduler may
wish to know whether a clause contains cuts or commits®. For more exact pruning algorithms the number
of occurrences of each pruning operator may be needed. The fact that a clause must fail, may also be of
interest: when such a clause is entered, the pruning operators in the current continuation (i.e. in the previous
resolvent) become inaccessible. The simple set of pruning data would thus consist of three items for each
clause: the number of cuts, the number of commits and the Boolean value indicating whether the clause
ends in a failing call (i.e. fail, but in the future, global compile time analysis might discover this property
for other calls).

The presence of disjunctions and conditionals makes the situation more complicated. In [15] we present a
set of pruning data consisting of seven items, to describe the pruning properties of a general clause (one that
may contain digjunctions and conditionals).

5.8 Implementation of the Interface in the Aurora Engine

The Aurora emulator [9] was produced by modifying the SICStus emulator to support the SRI model and
by converting it from a stand-alone program to an Aurora worker component connected by an algorithmic
interface to a scheduler component. The total performance degradation resulting from these changes has
been found to be around 25%. In an earlier paper [11] we gave an overview of the changes imposed by the
SRI model. In this section we concentrate on the impacts of the interface on the engine and on changes
introduced in the new design.

5.8.1 Boundaries

The engine needs to maintain the boundary between the public and private regions. Within the private
region, it must distinguish between local nodes, i.e. nodes adjacent to the top of the worker’s own stack, and
remote nodes. This is achieved by storing a pointer to the respective boundary nodes in certain registers.
These registers are initialised when an assignment is started (Found...Work). They are updated when the
public region is extended (Make_Public) or contracted (Sched_Get_Work_At_Parent), and when backtrack-
ing in the private region winds back to the worker’s own stack. They are consulted to distinguish different
cases of backtracking and pruning operations.

5.8.2 Backtracking

From the engine’s point of view, the main complication of or-parallel execution 1s its impact on the backtrack-

ing routine. This routine has to check whether it is about to backtrack into the public region, in which case the

scheduler must be invoked to perform public backtracking (Sched_Die_Backor Sched_Get_Work_At_Parent).
Private backtracking has to face the complication that the private region may extend to other workers’ stacks,

and possibly wind back to the worker’s own back again. As explained earlier, remote nodes cannot be re-

claimed when they are trusted; instead, Mark_Node_Reclaimable is invoked when dying back over a remote

node.

Shallow backtracking is optimised in the private region, but only if the current node is on the top of the
worker’s own stack.

3Note that data on cavalier commits is not included in the pruning information, as this operation is expected to be used
only for handling exceptional circumstances.
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5.8.3 Memory Management

As stated earlier, the stack memory management relies on the node stack. While finding work, each worker
maintains a pointer to the youngest node that has to be kept for the benefit of other workers. Such pointers
are used and updated by the Allocate...Node functions. When an assignment is started (Found...Work)
the top of stack pointers for the other WAM stacks are initialised from relevant fields of the node physically
preceding the embryonic node of the new assignment, as these fields define how much of the other stacks has
to be kept.

5.8.4 Pruning Operators

Pruning operations must distinguish between (i) pruning local nodes only, (ii) pruning remote nodes, and
(iii) pruning public nodes. In cases (i) and (ii), the node can be pruned right away, but the memory occupied
by the pruned node can only be reclaimed in case (i). The trail must be tidied in all three cases, as explained
in [11]. In case (iii), the scheduler is responsible for pr