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Component-Based Hardware/Software Co-Design
Péter Arató, András Orbán, Zoltán Ádám Mann

Abstract— The unbelievable growth in the complexity of
computer systems poses a difficult challenge on system de-
sign. To cope with these problems, new methodologies are
needed that allow the reuse of existing designs in a hierar-
chical manner, and at the same time let the designer work
on the highest possible abstraction level.

Such reusable building blocks are called components in
the software world and IP (intellectual property) blocks in
the hardware world. Based on the similarity between these
two notions the authors propose a new system-level design
methodology, called component-based hardware-software
co-design, which allows rapid prototyping and functional
simulation of complex hardware-software systems. More-
over, a tool is presented supporting the new design method-
ology and a case study is shown to demonstrate the applica-
bility of the concepts.

I. INTRODUCTION

The goal of this research was to enable the design of
embedded systems using a component-based methodol-
ogy. A typical embedded system consists of both hardware
and software components, therefore our methodology has
to support them both. Moreover, the design of embedded
systems is typically constrained in several non-functional
aspects: the design has to respect costs and timing require-
ments such as hard real-time constraints.

In order to cope with the complexity of the designed
system, the design methodology has to allow the designer
to work at a sufficiently high level of abstraction. This
means that the designer works with behavioral compo-
nents, focusing mainly on functionality, while implemen-
tation issues are handled automatically. This also implies
that components are handled regardless of whether they
are implemented in hardware or in software. Moreover,
the methodology has to be supported by powerful tools that
provide a high-level view on the design while hiding and
automating lower-level implementation issues.

II. BASIC CONCEPTS

Our methodology is based on the following concepts.
We define a component as a functional unit. The composi-
tion of components is based on their functionality. This
functionality is captured by the interface of the compo-
nent, which is completely decoupled from its implemen-
tation. It is also possible to have more than one implemen-
tation for the same interface. What is more, it is possi-
ble that there is a hardware implementation and a software

implementation for the same interface. An important fea-
ture is hardware/software transparency, which means that
a change between the two implementations is transparent
to the rest of the system.

Thus we can identify three different kinds of compo-
nents. There can be components for which there is only a
software implementation. For instance, GUI elements or
a database component are typically implemented in soft-
ware. Similarly, there can be components for which there
is only a hardware implementation. For example, it does
not make sense to implement a video card in software. And
finally, there can be components for which there is both a
hardware and a software implementation. For instance, a
cryptographic algorithm can be realized either by a pro-
gram or by a special-purpose hardware unit [1].

During the design process, we face two consistency
problems that are special to hardware/software co-design.
We call the first one interface inconsistency. The question
to answer here is whether or not two implementations can
form a partitionable component. The other consistency
problem, called state consistency, relates to partitioning.
Namely, it is possible that repartitioning the system results
in swapping the two implementations for a given compo-
nent, and this way the state of a component can change.

III. TOOL SUPPORT

We have also developed a prototype tool for component-
based hardware/software co-design. It is an extension of
the Component Workbench [7]. Beside software com-
ponents, the extended workbench also handles hardware
component models by means of wrappers. Moreover, it
also supports partitionable components. We have also in-
tegrated a partitioning algorithm that is based on integer
linear programming [6] and we implemented the discussed
consistency check mechanisms.

IV. DEMO DESCRIPTION

The demo is concerned with frequency measurement,
which has a number of important applications including
mobile devices, car electronics, hard disk drives and so on.

In the demo, the frequency measurer is a partitionable
component. That is, we have a cheap software imple-
mentation for it, which works on a micro-controller, and
a more expensive hardware implementation based on a
Field Programmable Gate Array. The software realization
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is much slower, enabling it to measure frequency values
under 25kHz, whereas the FPGA realization even works
in the MHz domain appropriately.

The partitionable frequency measurer is part of a bigger
application. The architecture consists of a signal gener-
ator that can generate signals of different frequency, the
two implementations of the frequency measurer, as well
as a PC, which is responsible for displaying the measured
frequency values over time.

The demo shows the easy composition of the differ-
ent software, hardware, and partitionable components in
the Component Workbench. It also demonstrates consis-
tency checking mechanisms, as well as automated parti-
tioning between hardware and software implementations
of a component.

V. RELATED WORK

System-level design issues are addressed in [3], [4], [5].
In [9] a fast prototyping approach of complex systems is
considered. Another related issue is interface synthesis
(see [2] and references therein). For automatic component
matching, see [10].

Our approach is different from these works in that it pro-
vides the designer with a very high-level view on the sys-
tem, in which implementation details are completely hid-
den. Moreover, our system provides several automation
possibilities.

VI. INTEGRATION

The methodology and tool presented here is an exten-
sion of the Component Workbench and the underlying Vi-
enna Component Framework [8].

VII. SUMMARY

Our methodology supports hardware and software com-
ponents in a uniform way. It can also handle partitionable
components, which can be partitioned between hardware
and software using the developed algorithms. We also de-
veloped methods for checking both interface consistency
and state consistency. Our methodology is also supported
by a graphical tool, which is an extension of the Compo-
nent Workbench.
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